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## Session Goal

The main goal of this session is to introduce you to R's plotting capabilities.

## What we shall cover

By the end of this session you should:

* Understand the basics of plotting in R
* Be capable of calling and changing graphical parameters
* Be skilled in annotating plots
* Have capacity to produce different base R plots
* Know how to use and create colors in base R
* Be acquainted with R's graphical devices

## Prerequisite

To appreciate this session, you must be conversant with:

* Making function calls
* Subsetting data objects

Some understanding of these would be good though definitions are given within text and additional notes will be given.

* Object Oriented Programming in R, particularly concept of classes and generic functions (draft notes on this has been shared)
* Looping in R (especially "sapply", "lapply" and "by()")

## 

## Introduction

Communicating outputs is the epitome of data analysis and one way to do it is through plots. Base R provides numerous plotting functions which produce some of the well known data display. To understand these functions and in deed many other plotting functions that come with add-on packages, you only need to learn one function, that is "plot()".

In this regard, we shall begin this session by appreciating base R's "plot" function as a guide to other plotting functions. It is anticipated that this understanding will enable you to not only make good plots but also comprehend and rectify errors as need be.

**Pre-session**

Installing and loading required packages

# Require package reshape2 for a data set called tips  
if (!"reshape2" %in% installed.packages()) {  
 install.packages("reshape2", lib = .libPaths()[1])  
}  
library(reshape2)  
  
# Require package ggplot2 for data set called economics  
if (!"ggplot2" %in% installed.packages()) {  
 installed.packages("reshape2", lib.loc = .libPaths()[1])  
}  
library(ggplot2)

## 

## Understanding base R plotting function

The main plotting function in base R is "plot()", a S3 generic function. Generic functions are used to dispatch other functions called (methods). To understand generic functions, see them as tool boxes containing related tools. The work of these tool boxes (generic functions) is to give you an appropriate tool given a request. In this analogy, tools are methods defined to work on certain classed objects. Request can be viewed as first argument to a generic function. For tool box (a generic function) to give you a tool (method) your request (object) must first be classed or have a class attribute (we learnt this in session four), second, it's class should be among those listed by methods. Listed by methods in the sense that there is a method for the given classed object. Let's look as methods in plot() to grasp this.

All available methods in any given S3 generic can be shown with function ".S3method".

plotMethods <- .S3methods("plot")  
plotMethods  
## [1] plot.acf\* plot.data.frame\* plot.decomposed.ts\*  
## [4] plot.default plot.dendrogram\* plot.density\*   
## [7] plot.ecdf plot.factor\* plot.formula\*   
## [10] plot.function plot.ggplot\* plot.gtable\*   
## [13] plot.hclust\* plot.histogram\* plot.HoltWinters\*   
## [16] plot.isoreg\* plot.lm\* plot.medpolish\*   
## [19] plot.mlm\* plot.ppr\* plot.prcomp\*   
## [22] plot.princomp\* plot.profile.nls\* plot.raster\*   
## [25] plot.spec\* plot.stepfun plot.stl\*   
## [28] plot.table\* plot.ts plot.tskernel\*   
## [31] plot.TukeyHSD\*   
## see '?methods' for accessing help and source code

From output above, it is clear to see that plot has 31 methods, meaning plot can be called with 31 different objects.

S3 methods are in the form "genericname.class", for example, for "plot.factor", "plot" is the generic name while "factor" is class of objects expected when called. Usually we do not call methods directly as this is done by generic functions once they have identified an appropriate method. So in this case we would call plot() rather than plot.factor() or any other method it contains. It however does not mean a method can not be called directly, it can and it should work if correct class is selected, however, if future changes are made to methods in a generic, they will not be reflected in your code as you did not call generic.

With this soft landing on [object oriented programming in R](file:///C:\Users\Hellen%20Gakuruh\Documents\Data%20Mania%20Inc\Data_Mgt_Analysis_and_Graphics_R\Programming%20for%20Non-programmers\Object_Oriented_Programming_in_R.html), let's look at some of plot()'s output to understand its dispatching mechanism.

### Some outputs of plot()

When x is a data frame (and y = NULL), a bivariate plot for all combination of variables is produced. These paired plots will differ depending on class of the variable taken as "x". For example, for a data frame with three variables 9 scatter plots will be generated.

# All possible combinations of a data frame with three variables  
variables <- c("X", "Y", "Z")  
nrow(expand.grid(variables, variables))  
## [1] 9

We will used base R's data sets to see plots produced y different inputs to "plot()"

# Data  
#----------  
set.seed(5839)  
a <- factor(sample(letters, 10))  
set.seed(84758)  
b <- rnorm(10, 60, 10)  
class(a)  
## [1] "factor"  
class(b)  
## [1] "numeric"  
  
# Passing individual vector (they must be of the same length)  
#------------------------------------------------------------  
# When x is a factor vector  
plot(x = a, y = b, main = 'When "x" is a factor object')
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# When x is a numeric vector  
plot(x = b, y = a, main = 'When x is a "numeric" object')
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# Passing a data frame object  
#----------------------------  
# Data frame with two numerical variables  
sapply(BOD, class)  
## Time demand   
## "numeric" "numeric"  
plot(BOD, main = "Data frame with two numeric vectors")

![](data:image/png;base64,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)

# Data frame with 12 numerical variables  
sapply(USJudgeRatings, class)  
## CONT INTG DMNR DILG CFMG DECI PREP   
## "numeric" "numeric" "numeric" "numeric" "numeric" "numeric" "numeric"   
## FAMI ORAL WRIT PHYS RTEN   
## "numeric" "numeric" "numeric" "numeric" "numeric"  
plot(USJudgeRatings, main = "Data frame with 12 numeric vectors")
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# Data frame with 5 mixed factor and numerical variables   
sapply(CO2, class)  
## $Plant  
## [1] "ordered" "factor"   
##   
## $Type  
## [1] "factor"  
##   
## $Treatment  
## [1] "factor"  
##   
## $conc  
## [1] "numeric"  
##   
## $uptake  
## [1] "numeric"  
plot(CO2, main = "Data frame with 3 factor and 2 numeric vectors")
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Clearly, it might be wise to avoid calling plot with a data frames multiple variables as they might not be fitted in the plotting window.

For time series objects, plot() will call "plot.ts()" which is basically a line plot, that is plot(type = "l"). For decomposed time series (we shall discuss this in level three), plot will call plot.decomposed.ts() which will output a plot of each decomposed component.

class(AirPassengers)  
## [1] "ts"  
plot(AirPassengers)
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# Decomposing a time series  
decomposed <- decompose(AirPassengers)  
plot(decomposed)
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Factor vectors passed to plot() will produce bar plots.

class(state.division)  
## [1] "factor"  
plot(state.division, main = "x as a single factor vector")
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Objects with class table produce mosaic plots

class(HairEyeColor)  
## [1] "table"  
plot(HairEyeColor, main = "x as an object of class table")
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Calling plot() with an object whose class is not among the listed 33 methods will result in plot() dispatching "plot.default". plot.default() will attempt to produce a scatter (bivariate/two variable) plot of x and y. If only x is provided, R will plot it against a sequence of integers the same length as x.

# Creating a numerical object with random numbers  
set.seed(5739)  
x <- rnorm(20, 100, 5)  
x  
## [1] 99.05938 97.11321 100.48537 98.08425 96.71877 102.12758 101.34598  
## [8] 100.22366 96.74103 101.43612 98.97586 91.84400 92.82112 103.52759  
## [15] 104.41966 99.69488 103.67352 103.44173 101.91382 97.98014  
  
# Checking for a method for objects classed numeric  
class(x); grep(pattern = class(x), x = methods("plot"))  
## [1] "numeric"  
## integer(0)  
  
# Calling plot()  
plot(x)
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For non-numerical objects for which plot() has no method, plot.default() will attempt to convert them to finite objects when computing axis limits, if coercion is not feasible, then an error will be issued with additional warning messages.

plot(letters)  
# Error in plot.window(..) : need finite 'xlim' values  
# In addition: Warning messages:  
# 1: In xy.coord(x, y, xlabel, ylabel, log) : NAs introduced by coercion  
# 2: In min(x): no non-missing arguments to min; returning Inf  
# 3: In max(x): no non-missing arguments to max; returning -Inf

From preceding discussion, it should now be clear that class of plot()'s first argument (x), will determine the plotting method to be selected. This (dispatched) method will then output a plot based on all arguments passed to plot. Hence, a method can output different plots based on the same data (objects passed to x and y) given different values for other arguments. To understand these differences as well as potential error points, it is important to understand how plot() works.

This will require us to go to plots internals.

## plot() Internals

To know how a function works means inspecting its definition. A function's definition is its [body](file:///C:\Users\Hellen%20Gakuruh\Documents\Data%20Mania%20Inc\Data_Mgt_Analysis_and_Graphics_R\Class_Notes\Level%20One\SessionTwo_MakingFunctionCall#functionComposition) which can be seen by calling the function without parenthesis.

# "plots" function definition  
plot

Plot's function definition is not written in R, but the code is similar to R so here's an R version.

plotDefault <- function(x, y = NULL, type = "p", xlim = NULL, ylim = NULL, log = "", main = NULL, sub = NULL, xlab = NULL, ylab = NULL, ann = par("ann"), axes = TRUE, frame.plot = axes, panel.first = NULL, panel.last = NULL, asp = NA, ...){  
 localAxis <- function(..., col, bg, pch, cex, lty, lwd) Axis(...)  
 localBox <- function(..., col, bg, pch, cex, lty, lwd) box(...)  
 localWindow <- function(..., col, bg, pch, cex, lty, lwd) plot.window(...)  
 localTitle <- function(..., col, bg, pch, cex, lty, lwd) title(...)  
 xlabel <- if (!missing(x)) deparse(substitute(x))  
 ylabel <- if (!missing(y)) deparse(substitute(y))  
 xy <- xy.coords(x, y, xlabel, ylabel, log)  
 xlab <- if (is.null(xlab)) {  
 xy$xlab  
 } else xlab  
 ylab <- if (is.null(ylab)) {  
 xy$ylab  
 } else ylab  
 xlim <- if (is.null(xlim)) {  
 range(xy$x[is.finite(xy$x)])  
 } else xlim  
 ylim <- if (is.null(ylim)) {  
 range(xy$y[is.finite(xy$y)])  
 } else ylim  
 dev.hold()  
 on.exit(dev.flush())  
 plot.new()  
 localWindow(xlim, ylim, log, asp, ...)  
 panel.first  
 plot.xy(xy, type, ...)  
 panel.last  
 if (axes) {  
 localAxis(if (is.null(y)) xy$x else x, side = 1, ...)  
 localAxis(if (is.null(y)) x else y, side = 2, ...)  
 }  
 if (frame.plot)   
 localBox(...)  
 if (ann)  
 localTitle(main = main, sub = sub, xlab = xlab, ylab = ylab, ...)  
 invisible()  
}

From this definition, there are roughly eight steps taken to output a basic plot. These are:

1. Open new plotting window
2. Set x and y coordinates
3. Evaluate and execute any pre-plot expressions
4. Make the actual plot
5. Evaluate and execute post-plot and pre-axis expressions
6. Add axis if required
7. Frame plot if needed
8. Annotate, and finally display plot

Let's go through these step by step and link them to plot's arguments with a purpose of understanding expected values and their implication on output generated.

### Step one: Opening new window

When plot is called, the first thing it does is call a low level function "plot.new()". This function is responsible for opening a plotting window on the [active device](#graphicalDevices). There are no arguments to this function though its background color can be changed from default to another color using [graphical paramenters](#par) which we will learn in the next section.

# Opening graphing window  
plot.new()

We can take this to be like a frame for our canvas.

### Step two: Setting plotting coordinates

With plotting window opened, plot() will specify actual plotting area on a Cartesian plane by calling "plot.window()". By default, range (minimum and maximum values) of x and y are used otherwise these can be values passed to "xlim" and "ylim". We can consider this our canvas.

Note, if only one value is passed to plot(), it will be taken as "x" and "y" will be created as a sequence of values from 1 up to length of "x" (index of x). Plot will then map "x" values on the y axis and "y" values (indices) on the x axis. In this case, "x limit" (xlim) will be minimum and maximum values of y and not x, while "y limit" (ylim) will minimum and maximum values of "x". Otherwise, if both x and y values are given they will be mapped as usual.

# Open a new graphical window  
plot.new()

New window opened.

# Default  
range(x); round(range(x))  
## [1] 91.8440 104.4197  
## [1] 92 104  
xlim <- range(1:length(x))  
ylim <- range(x)  
plot.window(xlim = xlim, ylim = ylim)

Don't expect any output or visible action from "plot.window" as it invisibly creates the coordinate system.

But just to see what it does, we will display an empty plot and extend its limits.

# Plotting Area  
plot(x, type = "n", main = "Default Cartesian Plane")
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# Plotting area with user defined limits (a bit of padding)  
xlm <- extendrange(x, f = 0.2); round(xlm)  
## [1] 89 107  
ylm <- extendrange(1:length(x), f = 0.2); round(ylm)  
## [1] -3 24  
plot(x, type = "n", xlim = c(0, ylm[2]), ylim = xlm, main = "Extended Plotting Limits")
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When incorrect limits are given to either "xlim" or "ylim", an error will be issued indicating "plot.window()" is not able to construct the plane. For example, it is expected that x and y limits will be vectors of length two having minimum and maximum (range) values of x and y, if this is not so, execution stops with an error message.

plot(x, xlim = 13, ylim = 4)  
## Error in plot.window(...) : invalid 'xlim' value

Hope you notice a new plotting window was opened with "plot.new()" before issuing the error.

### Step three: Evaluate and execute pre-post functions

If there are certain actions to be done before a plot is generated they will be evaluated and executed. This is especially useful when actions to be done have an effect on data points or lines. For example, when adding grid lines or line of best fit, you would want to include this before data points to avoid plotting on top of the point.

Pre-plotting functions are passed to argument "panel.first" in plot.default. But to demonstrate how it is implemented, we are building our plot from our canvas.

plot.new()  
plot.window(xlim = xlim, ylim = ylim)  
grid(10)
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since "plot.window" merely created our plotting area, what we have is a canvas with grid lines.

### Step four: Plotting

Before plotting, plot() calls "xy.coords" to generate x and y coordinates. xy.coord() is a low level standardizing function called by most of R's high level plotting functions. Its core role is to ensure consistency in how x and y coordinates are generated. Output of this function is a list consisting of four elements; x and y coordinates plus x and y label (if given).

This is the function that generates sequence of numbers (1:length(x)) in the event y is not given.

coords <- xy.coords(x)  
coords  
## $x  
## [1] 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20  
##   
## $y  
## [1] 99.05938 97.11321 100.48537 98.08425 96.71877 102.12758 101.34598  
## [8] 100.22366 96.74103 101.43612 98.97586 91.84400 92.82112 103.52759  
## [15] 104.41966 99.69488 103.67352 103.44173 101.91382 97.98014  
##   
## $xlab  
## [1] "Index"  
##   
## $ylab  
## NULL

With coordinates determined, plot() calls a another low level internal plotting function to do the actual plot, that is "plot.xy()" written internally in C language.

plot() calls plot.xy() function with output of xy.coords() and expected plot type, by default this is "p" for points. It also passes along the other values given during the call.

With grid lines set we can add point on top.

plot.new()  
plot.window(xlim = xlim, ylim = ylim)  
grid(10)  
plot.xy(coords, type = "p")
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We have made significant progress, but as you can see, this plot does not have any axis, just grid lines and points. Axes are drawn after implementing any pre-axis expressions.

### Step five: Evaluation of post-plot and pre-axis expressions

Just like pre-plotting functions, "plot()" will look for functions passed to "panel.last" argument and evaluate them before constructing an axis.

Here let's add a spline which is an interpolation line (we discuss this a bit later in this series, but in depth discussion will be during data analysis session).

plot.new()  
plot.window(xlim = xlim, ylim = ylim)  
grid(10)  
plot.xy(coords, type = "p")  
lines(spline(x), col = 2)
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Notice grid lines are below data points while spline is on top of the data points. Also notice some tips (minimum and maximum) of the spline are clipped as they extend outside the canvas (plotting area); later we shall see some of the ways to rectify it.

### Step six: Construct Axis

After implementing post-plotting or pre-axis functions, plot will add axis at the bottom and left side of the plot. Tick marks are computed with a lower level function "axisTicks", this function is called by "axis" function responsible for adding axis to plots. To generate labels for numerical axis, function "Axis" is called to generate appropriate labels before calling axis to draw them.

It might be useful to note the two similar function, "Axis" and "axis". "Axis" is a generic function used mostly to develop axis labels for numerical data while "axis" is the main function used to draw axis on a plot. Hence in this case, plot() calls "Axis" as it will generate appropriate labels.

plot.new()  
plot.window(xlim = xlim, ylim = ylim)  
grid(10)  
plot.xy(coords, type = "p")  
lines(spline(x), col = 4)  
  
# Adding horizontal (x) axis  
Axis(x, side = 1)  
  
# Adding vertical (y) axis  
Axis(x, side = 2)
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### Step Seven: Ploting frame

Once axis are drawn, a frame is added to the plot by default although this can be suppressed by setting "frame.plot" argument to FALSE.

plot.new()  
plot.window(xlim = xlim, ylim = ylim)  
grid(10)  
plot.xy(coords, type = "p")  
lines(spline(x), col = 2)  
axis(1)  
axis(2)  
  
# Adding a frame  
box()

### Step Eight: Annotation

Finally the plot is annotated with axis labels. Default labels are extracted from the call to plot() (what is passed to "x" and "y").

plot.new()  
plot.window(xlim = range(1:length(x)), ylim = range(x))  
grid(10)  
plot.xy(coords, type = "p")  
lines(spline(x), col = 4)  
axis(1)  
axis(2)  
box()  
  
# Annotating with axis labels  
title(xlab = "Index", ylab = "x")
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### Summary: Final output

With that, you receive a basic plot. In summary these are the steps taken to produce this plot.

# Step 1: Open new plotting window  
plot.new()  
  
# Step 2: Set up coordinate window (canvas)  
plot.window(xlim = range(1:length(x)), ylim = range(x))  
  
# Step 3: Evaluate and execute pre-plotting function  
grid(10)  
  
# Step 4: Call actual plotting function  
plot.xy(xy.coords(x), type = "p")  
  
# Step 5: Evaluate and implement post-plot and pre-axis functions  
lines(spline(x), col = 4)  
  
# Step 6: Add axis  
axis(1)  
axis(2)  
  
# Step 7: Add a frame to plot  
box()  
  
# Step 8: Annotate with axis labels  
title(xlab = "Index", ylab = "x")
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You can generate an exact copy of this plot with plot(x, panel.first = grid(10), panel.last = lines(spline(x), col = 4))

### A commented basic plot definition

Having gone through the eight steps, reading through plot()'s definition with added comments will now be much more informative.

source("~/R/Scripts/commentedPlotDefault.R")

Next we discuss how to improve output of a plot by changing graphical parameters.

## Graphical Parameters and Annotating Base R Plots

Output of base R's default plot is as basic as it gets, however, R provides several graphical parameters and annotating functions for improving it. In this section we will go through some of base R's graphical and annotation function as we try to make communicative plot.

### Querying, saving and resetting graphical parameters

In total, there are 72 graphical parameters which control a plot's output.

# Number of graphical parameters  
length(par())  
## [1] 72  
  
# All graphical parameters  
names(par())  
## [1] "xlog" "ylog" "adj" "ann" "ask"   
## [6] "bg" "bty" "cex" "cex.axis" "cex.lab"   
## [11] "cex.main" "cex.sub" "cin" "col" "col.axis"   
## [16] "col.lab" "col.main" "col.sub" "cra" "crt"   
## [21] "csi" "cxy" "din" "err" "family"   
## [26] "fg" "fig" "fin" "font" "font.axis"  
## [31] "font.lab" "font.main" "font.sub" "lab" "las"   
## [36] "lend" "lheight" "ljoin" "lmitre" "lty"   
## [41] "lwd" "mai" "mar" "mex" "mfcol"   
## [46] "mfg" "mfrow" "mgp" "mkh" "new"   
## [51] "oma" "omd" "omi" "page" "pch"   
## [56] "pin" "plt" "ps" "pty" "smo"   
## [61] "srt" "tck" "tcl" "usr" "xaxp"   
## [66] "xaxs" "xaxt" "xpd" "yaxp" "yaxs"   
## [71] "yaxt" "ylbias"

All of these parameters have defaults values which can be queried with "par" function. Object returned will depend on number of graphical parameters queried.

# Quering default value(s)  
#-----------------------  
# Quering one graphical parameter returns a vector  
par("mar")  
## [1] 5.1 4.1 4.1 2.1  
class(par("mar"))  
## [1] "numeric"  
  
# Quering multiple graphical parameters returns a list  
par("mfrow", "mar", "oma", "cex", "font")  
## $mfrow  
## [1] 1 1  
##   
## $mar  
## [1] 5.1 4.1 4.1 2.1  
##   
## $oma  
## [1] 0 0 0 0  
##   
## $cex  
## [1] 1  
##   
## $font  
## [1] 1  
class(par("mfrow", "mar", "oma", "cex", "font"))  
## [1] "list"

Default values can be saved and reset. Resetting to original parameters will be based on type of object save as having original values. If one value was save, then entire object can be used, otherwise if multiple parameters were were saved, then they would be in list form and usual list subsetting will be implemented.

# Saving default values and resetting original parameter(s)  
#----------------------------------------------------------  
# Saving one parameter  
op <- par("mar")  
# Resetting using saved vector  
par(mar = op)  
  
# Saving multiple parameters  
op <- par("mfrow", "mar", "oma", "cex", "font")  
# Resetting using saved list  
par(mfrow = op$mfrow, mar = op$mar, oma = op$oma, cex = op$cex, font = op$font)

### Setting/Changing graphical parameters

Out of the 72 parameters, 66 can be changed while 6 are read only (RO). Read only graphical parameters are, "cin", "cra", "csi", "cxy", "din", and "page".

For the 66 parameters, there exists two ways for setting different graphical parameters, one has a global effect as it affects all subsequent plots during an R session and the other has a temporal effect. Global changes are made with "par" function while temporal changes are made by passing graphical parameters as arguments to plotting functions. Many of the 'r length(par(no.readonly = TRUE))' non-read-only parameters can be passed as plotting argument with exception of 22 parameters detailed on "par" help page (?par).

When setting parameters using "par" function, it's important to save original parameters and reset once plotting is complete.

As an example, let's see how to make global and temporal changes for one and multiple graphical parameters.

# 1. Changing global parameters  
#-------------------------------  
# Save original parameter value  
op <- par("cex.main")  
# Set new parameter value   
par(cex.main = 0.7)  
# Generate a plot  
plot(x, main = "Making Header smaller: a single global change")
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# Reset original parameter  
par(cex.main = op)  
  
# Save multiple values of original parameter  
op <- par("bg", "font.lab", "fg", "las", "cex.main")  
# Set several parameters  
par(bg = "snow", font.lab = 4, fg = "deeppink", las = 1, cex.main = 0.7)  
# Generate plot  
plot(x, main = 'Multiple changes made by calling par()')
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# Reset original parameters  
par(bg = op$bg, font.lab = op$font.lab, fg = op$fg, las = op$las, cex.main = op$cex.main)  
  
# 2. Adding graphical parameters as arguments to plot, has a temporal effect  
#---------------------------------------------------------------------------  
plot(x, main = "Multiple changes made by adding par arguments", font.lab = 2, fg = "deeppink", las = 1, cex.main = 0.7)
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### Implementing some graphical parameters and annotation

With knowledge on how to query, save, set and reset graphical parameters, let's now explore a few more parameters to see how to drastically change a plot's output.

In this small venture, we will see how to make multi-panel plots, use color, annotate with titles, reconstruct axis, use different plotting characters and add lines as informative displays (statistical lines) or for aesthetic.

#### Multi-paneling

Multiple plots can be displayed on the same window. R provides two graphical parameters to create multi-panel layout, these are "mfrow" and "mfcol". "mfrow" creates multiple plots by row order while mfcol created layout by column order. Both of these parameters can only be set by calling "par" function.

# As good practice, querying and saving default values  
op <- par("mfrow"); op  
## [1] 1 1  
  
# Implementing a row order layout   
par(mfrow = c(1, 2))  
  
# Making two plotting  
plot(x, main = "Plot one")  
plot(BOD, main = "Plot two")
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# Resetting original parameter  
par(mfrow = op)  
  
# Confirm restoration  
par("mfrow")  
## [1] 1 1

#### Annotating plots with titles and labels

There are three ways of annotating plots with titles and labels. The first involves calling a plotting function with titles and labels as arguments, the second is by calling "title" function and third is using "mtext" which adds these annotations as margin text.

##### Titles and labels as as arguments to plotting functions

The easiest way to add titles and labels to a plot is adding them as arguments when calling plot. These annotations can also be formatted by adding specific graphical parameters like color, size, type, and alignment.

As an example we are going to add a bold and slant main title, a grey, slant and smaller sub title, and a slant y label.

# Annotating with titles and labels and formatting them  
plot(BOD, main = "Biochemical Oxygen Demand", sub = "Originally from Marske (1967)", ylab = "Demand", font.main = 4, cex.sub = 0.7, col.sub = "grey", font.sub = 3, font.lab = 3)
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Notice here we do not need to reset par() values as par() was not called directly.

##### Annotating with "title()"

Adding titles during call to plot has some restrictions especially where they are placed. For example, by default main title is place 3 lines from plotting region, this is somewhat far from plot especially more spaces is needed as the margins. Adding a line argument to a plotting function is not advisable as it corresponds to multiple other low level functions thereby can be effected by more functions than need be.

For this reason and others it might be good to call "title" function. This function gives more control on presenting and positioning.

Here we demonstrate layout or positioning of labels using function title and line argument.

# Making comparison (paneling)  
par(mfrow = c(1, 2))   
  
# Default plot  
plot(BOD, main = "Default placement", cex.main = 0.9)  
  
# Plotting with no annotation  
plot(BOD, ann = FALSE)  
  
# Moving x label further from x axis  
title(xlab = "Time (days)", line = 4)  
  
# Bring main title and y label closer to frame/axis  
title(main = "Displaced annotation", line = 1, cex.main = 0.9)  
title(ylab = "Demand (mg/l)", line = 2)
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# Resetting original parameters  
par(mfrow = op)

##### Axis and graphical parameters

Graphical parameters can be used to construct different axis and axis labels. For example drawing an axis with slant labels. This is necessary when axis labels are long.

We will create new axis that handles long labels. To do this, we will first suppress x axis and its label using parameters "xaxt" and "xlab", then add x axis without labels. Subsequently we will use function "title" to add labels and passing graphical parameters, "srt" (for string rotation), "xpd" (to allow plotting outside the figure region), and "usr" (used to get Cartesian origin of y).

# Labels for x axis  
days <- paste("Day", c("One", "Two", "Three", "Four", "Five", "Six", "Seven"))  
  
# Plotting but suppressing x axis and label  
plot(BOD, xaxt = "n", las = 1, xlab = "", main = "Slant label (x axis)", ylab = "y label")  
  
# Adding x axis without label  
axis(side = 1, labels = FALSE)  
  
# Adding labels as text to plot   
text(1:length(days), par("usr")[3] - 0.9, srt = 45, adj = 1, labels = days, xpd = TRUE)  
  
# Adding a bold x label some lines after axis label  
mtext("Time", side = 1, line = 4, font = 2)
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## Plotting characters (pch)

Plotting characters are symbols used to display data on a plot. These characters can be circles, squares, triangles, or stars. They can also be crossed, hollow, filled, big, or small. You can also use alphabetical letters, Greek and mathematical symbols.

Here are the first 25 symbols implemented by "S" and "R".

## x y  
## [1,] 5 25  
## [2,] 10 25  
## [3,] 15 25  
## [4,] 20 25  
## [5,] 25 25  
## [6,] 5 20  
## [7,] 10 20  
## [8,] 15 20  
## [9,] 20 20  
## [10,] 25 20  
## [11,] 5 15  
## [12,] 10 15  
## [13,] 15 15  
## [14,] 20 15  
## [15,] 25 15  
## [16,] 5 10  
## [17,] 10 10  
## [18,] 15 10  
## [19,] 20 10  
## [20,] 25 10  
## [21,] 5 5  
## [22,] 10 5  
## [23,] 15 5  
## [24,] 20 5  
## [25,] 25 5
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There are many more plotting characters, just have a look at R's documentation on "points".

## 

## Plot types

There are two basic types of plots in base R's plot(), "points" and "lines", any other is a variations of these two. Actually, R can produce nine types of plots from lines and point, these are "l" for lines, "p" for points, "b" for both points and lines, "c" for empty points joined by lines, "o" for over plotted points and lines, "s" and "S" for stair steps and "h" for histogram-like vertical lines. There is also type "n" used to suppress plotting.

Let's generate these plots, but this time being more efficient programmers. Instead of making nine calls to plot we will make two calls using a programming concept called "looping". Essentially looping means "jump", as in jump through some objects and perform a task. For example, in our case we have nine plots to generate, hence we want to "loop" over a counter from 1 through 9 and for each count, we want to make a plot, that is "plot 1", "plot 2", until "plot 9". For each of these plots, we want to add an informative title i.e. type of plot.

When writing loops, you need to first determine aspects of the task that vary and those that are constant. In our case, tasks that vary (from one plot to the next) include, data sets as we will use two of them (BOD and tips[,1:2]), plot types and headings which will both have nine different sets. Tasks that will remain constant in all plots are x and y labels which we will suppress (to facilitate multi-plotting) and change y label's orientation for legibility (par("las")). The idea behind looping is that varying tasks will be implemented with a subscript denoting index of task being carried out. Therefore these varying tasks will need to be indexed by creating vectors before calling a looping function.

As we will learn in level two, R has a number of looping functions each suitable for certain objects and/or tasks, here we will use "sapply". Sapply takes an object to be looped as it's first argument, and a function to be performed on each element of first argument as its second argument.

Basically, the first argument would consist of an object with two or more elements, like a list, a vector or a data frame (there other more suitable looping functions for matrices and array). In our case our first argument will be a vector with values 1 through 9 which will our counter (counting plots 1 to plot 9). Our second argument will be an anonymous function with one argument which an iterator. An iterator here is an index of plots to be generated and will be used to subset the varying arguments. Output of sapply is either a simplified vector or a list, in our case it produces an empty lists along side the plots, to generate plots without empty lists, we will suppress the list with function "invisible".

# Querying, saving and changing original parameters  
op <- par("mfrow", "mar")  
par(mfrow = c(3,2), mar = c(2, 2, 4, 0.5))  
  
# Extracting need vector from tips data  
tips <- tips[, 1:2]  
  
# Creating vectors of varing variables (elements to be subset)   
dat <- c(rep("BOD", 7), rep("tips", 2))  
type <- c("p", "l", "b", "c", "s", "S", "n", "o", "h")  
main <- paste("Type:", type)  
  
# Looping through a plot counter to construct nine different plots while suppressing returned empty list  
invisible(sapply(seq\_along(type), function(x) plot(get(dat[x]), type = type[x], main = main[x], xlab = "", ylab = "", las = 1)))
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# Resetting original parameters  
par(mfrow = op$mfrow, mar = op$mar)
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# Try and produce these plots one at a time and see number of repetitive code used.

Looping is an interesting topic for which we get to learn from it's foundation during our second level.

### Annotating plots with lines

Lines can be added to an existing plot either for statistical value or just plotting aesthetics.

For example, lets annotate three different plots of the same data. For the first plot we will add a spline (interpolated line), for the second we will add grid lines and for the last plot we will show average with vertical and horizontal lines.

op <- par("mfrow", "mar")  
par(mfrow = c(2, 2), mar = c(rep.int(3, 3), 0.5))  
  
# Add a spline (Interpolated line)   
plot(BOD, pch = 20, ylim = c(6, 20), las = 1)  
title(main = "Fitting a spline", xlab = "Time", ylab = "Demand", line = 1.9)  
lines(spline(BOD), col = 4)  
  
# Add grid lines (Aesthetics)  
plot(BOD, pch = 20, las = 1)  
title(main = "Adding grid lines", xlab = "Time", ylab = "Demand", line = 1.9)  
abline(h = seq(8, 20, by = 2), v = 1:7, col = "grey")  
  
# Show average  
plot(tips[,1:2], las = 1)  
title(main = "Showing average", xlab = "Total bill", ylab = "Tips", line = 1.9)  
abline(h = mean(tips$tip), v = mean(tips$total\_bill), lty = 2, col = 8, lwd = 2)  
  
par(mfrow = op$mfrow, mar = op$mar)
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## Generating and Annotating Mathematical Plots

Mathematical (and indeed other scientific) plots can be generated in R annotated with models and/or functions used to generate them. These functions or models are added to plots as "expressions" using a text annotating function.

Expressions are syntactically correct but unevaluated functions or commands. Syntactically correct means code is in R language and capable of being evaluated if run. Expressions are used to prevent evaluation like in this case we will use them to annotate plots but also they are not evaluated.

In R, expressions are created with "expression" function.

# General code to be evaluated  
1 + 1  
## [1] 2  
class(1 + 1)  
## [1] "numeric"  
  
# Passing code to "expression()" stops evaluation  
expression(1 + 1)  
## expression(1 + 1)  
class(expression(1 + 1))  
## [1] "expression"  
  
# Evaluating an expression  
eval(expression(1 + 1))  
## [1] 2

Now let's look at some examples of how expressions can be used to explain a plot.

For our first example we will construct a plot with a regression model Cx = 156 + 19.7x modeling relationship between costs and sales of cameras; our a domain will be 1 <= x <= 15.

But before plotting, one key consideration we need to make are coordinates of the texts/expression. Specifically alignment (par("adj")), orientation (par("srt")), and position (par("pos")).

To add the model as expressions with characters, we will need to decompose it to three components; "Cx", "=" and "156 + 19.7x" with the expectation that they will be plotted above the regression line. We shall then plot the domain at the bottom right of the plot.

In order to estimate x and y coordinates, we will call "strWidth" function to compute distances between each component.

# Constructing a plot  
#---------------------  
# Data for plotting  
x1 <- c(1, 5, 8, 12)  
Cx1 <- c(175, 260, 305, 395)  
  
# A simple scatter plot (points added after grids)  
plot(x1, Cx1, type = "n", main = "Costs of Manufacturing and Selling Cameras", xlab = "Cameras Sold (millions)", ylab = c("Cost (millions)"), xlim = c(1, 15), ylim = c(175, 452), las = 1, frame.plot = FALSE)  
title(sub = "From Applied Calculus (2000) pg 16 by Barnett, R.A. et.al", cex.sub = 0.7, col.sub = "grey", font.sub = 3)  
  
# Adding some aesthetics (background color for plot region)  
rect(par("usr")[1], par("usr")[3], par("usr")[2], par("usr")[4], col = grey.colors(1, start = 0.85))  
  
# Adding a regression line (pre-analysed function)  
x2 <- 1:15  
Cx2 <- 156 + 19.7 \* x2  
lines(x2, Cx2, col = 4)  
  
# More aesthetics (grid lines)  
abline(h = axTicks(2), v = 1:15, col = "white")  
  
# Adding points last to avoid being plotted over by grid lines  
points(x1, Cx1, pch = 20, col = 2)  
  
# Annotating with expressions  
#-----------------------------  
# Components of regression model  
expr <- expression(C[x])  
str <- "="  
expr1 <- expression(156 + 19.7\*x)  
  
  
# Computing coordinates for each component of the expression  
# Width of spaces in between text   
empStr <- strwidth(" ")  
# First component (Cx) will be centered around x = 10 (half of the text will be before and the other after 10)  
width1 <- 10   
# Second component ("=") will start about 0.9 after end of first component  
width2 <- width1 + strwidth("Cx")/2 + strwidth("=")/2  
# Third component (156 + 19.7x) will be about 1 (cex) from end of the second component  
width3 <- width2 + strwidth("=")/2 + strwidth(expr1)/2  
# Vector with combined widths  
widths <- c(width1, width2, width3)  
  
# Adding model as a text/expression  
slope <- 19.7 + 10.3  
text(x = widths, y = c(156 + 19.7 \* widths), labels = c(expr, str, expr1), pos = 3, srt = slope)  
  
# Computing coordinates for domain   
str1 <- "Domain:"  
expr2 <- expression(1 <= x)  
expr3 <- expression(x <= 15)  
domain <- c(str1, expr2, expr3)  
width1 <- 12.5  
width2 <- width1 + strwidth(str1)/2 + strwidth(expr2)/2  
width3 <- width2 + strwidth(expr2)/2 + strwidth(expr3)/2 - strwidth("x")  
# Annotating with domain  
text(x = c(width1, width2, width3), y = par("usr")[3], labels = domain, pos = 3)
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In our second example we look at how to add nonlinear functions to plots and annotate with formulas.

# Data   
x <- c(1, 3, 6, 9, 12, 15)  
expr <- expression(Px = x \* (94.8 - 5 \* x) - (156 + 19.7 \* x))  
Px <- eval(expr)  
cbind(x, round(Px))  
## x   
## [1,] 1 -86  
## [2,] 3 24  
## [3,] 6 115  
## [4,] 9 115  
## [5,] 12 25  
## [6,] 15 -155  
  
  
# Plot suppressing points so they are not covered with grid lines, x label so that it is later position at line 1, and x axis which will be plotted at origin (x = 0, y = 0)  
plot(x = x, y = Px, type = "n", main = "Profits from Sale of Cameras", xlab = "", ylab = "Million dollars", las = 1, frame.plot = FALSE, xaxt = "n")  
  
# Annotating with subtitle and x label  
title(xlab = "Million cameras", line = 1)  
title(sub = "From Applied Calculus pg.17 by Barnett, R.A. et.al (2000)", cex.sub = 0.8, font.sub = 3, col.sub = "grey", line = 2.5)  
  
# Adding background color  
rect(par("usr")[1], par("usr")[3], par("usr")[2], par("usr")[4], col = grey.colors(1, start = 0.85), border = "grey")  
  
# Adding grid lines (for that mathematical graphing effect)  
abline(h = axTicks(2), v = 1:16, col = "white")  
  
# Drawing axis lines   
segments(x0 = 0, y0 = 0, x1 = par("usr")[2])  
segments(x0 = par("usr")[1], y0 = par("usr")[3], y1 = par("usr")[4], lwd = 2)  
  
# Drawing Tick marks  
invisible(sapply(1:15, function(x) segments(x0 = x, y0 = 0, y1 = -10)))  
  
# Adding axis labels  
invisible(sapply(seq(5, 15, by = 5), function(i) text(x = i, y = -20, labels = i, cex = 0.8)))  
  
# Fitting a curved (nonlinear) line with "spline"; interpolation line  
lines(spline(x, Px), col = 4)  
  
# Adding points last so that they are not masked by lines (grid and regression)  
points(x, Px, pch = 20, col = 2)  
  
# Annotating curve with formula used to produce it.   
slope <- (Px[6] - Px[5])/ (x[6] - x[5])  
text(x = 14, y = -85, labels = expr, pos = 3, srt = slope, cex = 0.8)
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Finally, lets see how to construct a four quadrant Cartesian coordinate system.

In this example we will plot an exponential (y = 2^x) and a logarithmic (x = 2^y) function as well as a reflection line (y = x). Key consideration here are limits of both x and y axis given two data sets (exponential and logarithmic). Our interest is that both axis stretch as far as the maximum value of each data set.

# Exponent data   
eX <- c(-3, -2, -1, 0, 1, 2, 3)  
y\_2x <- c(1/8, 1/4, 1/2, 1, 2, 4, 8)  
# Logarithmic data  
logX <- y\_2x  
y <- eX  
cbind(eX, y\_2x, logX, y)  
## eX y\_2x logX y  
## [1,] -3 0.125 0.125 -3  
## [2,] -2 0.250 0.250 -2  
## [3,] -1 0.500 0.500 -1  
## [4,] 0 1.000 1.000 0  
## [5,] 1 2.000 2.000 1  
## [6,] 2 4.000 4.000 2  
## [7,] 3 8.000 8.000 3  
  
# Determining limits of each data set  
xlim1 <- range(eX)  
ylim1 <- range(y\_2x)  
xlim2 <- range(logX)  
ylim2 <- range(y)  
xlim1; xlim2  
## [1] -3 3  
## [1] 0.125 8.000  
ylim1; ylim2  
## [1] 0.125 8.000  
## [1] -3 3  
  
# Constructing x and y limits based of maximum values of each data set  
xlimts <- c(xlim1[1], xlim2[2])  
ylimts <- c(ylim2[1], ylim1[2])  
xlimts  
## [1] -3 8  
ylimts  
## [1] -3 8  
  
# Plotting  
#----------  
  
# Increase margins for plotting region  
op <- par("mar")  
par(mar = c(2, 1, 2, 1))  
  
# Start a plot without points, annotation and axis  
plot(x = xlimts, y = ylimts, type = "n", ann = FALSE, axes = FALSE)  
title(main = "Exponential and Logarithmic Functions", cex = 1.5, line = 1)  
title(sub = "From Applied Calculus by Barnett, R.A. et.al (2000) pg 109", cex.sub = 0.8, font.sub = 3, col.sub = "grey", line = 0.5)  
  
# Add background color  
rect(par("usr")[1], par("usr")[3], par("usr")[2], par("usr")[4], col = grey.colors(1, start = 0.85), border = "transparent")  
  
# Add grid lines and lines for x and y axis   
abline(h = -3:8, v = -3:8, col = "white")  
abline(h = 0, v = 0)  
  
# Adding reflection line  
lines(x = c(-3, 8), y = c(-3, 8), lty = 2)  
  
# Fit exponential and logarithmic functions   
#-------------------------------------------  
lines(spline(eX, y\_2x), col = 4)  
lines(spline(logX, y), col = 4)  
  
# Add points  
points(eX, y\_2x, pch = 20, col = 2, cex = 0.9)  
points(logX, y, pch = 20, col = 2, cex = 0.9)  
  
# Draw tick marks  
invisible(sapply(-3:8, function(x) segments(x0 = x, y0 = 0, y1 = -0.3)))  
invisible(sapply(-3:8, function(x) segments(x0 = 0, y0 = x, x1 = -0.1)))  
  
# Axis labels  
invisible(sapply(seq(-2, 8, by = 2)[-2], function(x) text(x = x, y = -0.2, labels = x, pos = 1, cex = 0.8)))  
invisible(sapply(seq(-2, 8, by = 2)[-2], function(x) text(x = -0.2, y = x, labels = x, pos = 2, cex = 0.8)))  
  
# Annotating with mathematical functions  
#----------------------------------------  
radian <- 180/pi  
  
slope <- (y\_2x[7] - y\_2x[6])/(eX[7] - eX[6])  
angle <- atan(slope) \* radian  
text(x = c(2.4, 2.4 + strwidth(2.4)/2), y = c(6, ((2.4 + strwidth(2.4)/2 + empStr) - 2.4) + 6 + empStr), labels = c("y =", expression(y = 2 ^ x)), pos = 4, cex = 0.9, srt = 50)  
  
slope <- (7 - 6)/(7 - 6)  
angle <- atan(slope) \* radian  
text(x = 6, y = 6, labels = "y = x", pos = 3, cex = 0.9, srt = angle)  
  
slope <- (y[7] - y[6])/(logX[7] - logX[6])  
angle <- atan(slope) \* radian  
x1 <- 6.5  
x2 <- x1 + strwidth("x =")/2  
text(x = c(x1, x2), y = c((x1 \* 2.5)/6, tan(angle)\*(x2 - x1)), labels = c("x =", expression(2 ^ y)), pos = 3, cex = 0.9, srt = angle)
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# Return original parameter  
par(mar = op)

## Other Base R Plots

### Histogram and Density plots

Histograms and density plots are excellent graphs for showing univariate quantitative data distribution. Univariate means one variable and quantitative are numerical values, both discrete (integers) and continuous (double).

For integer vectors (whole numbers), histogram is appropriate; for type double or continuous, density plots are more appropriate. The underlying reason for using density plots for continuous data is because it is generally difficult to get interval limits used in constructing histogram bins.

#### Histograms

Histogram are similar to bar graphs in terms of appearance but they differ substantially as bar graphs use categorical or count data while histograms use numerical data.

For example a generating a histogram of some sample.

# Default histogram  
hist(tips$tip, col = blues9[4], border = blues9[6], las = 1, ylab = "Tips")
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To understand how histograms are generated, you need to understand argument "breaks".

##### Breaks argument

Breaks argument gives the number of expected bins (binning). Binning means grouping data into some given category/group with aim of showing different feature of a data set. It is therefore quite informative to try different bin sizes (breaks) to see other aspects of the distribution.

The basic idea of binning or grouping data is done by dividing it into the number of breaks given (with some addition to ensure extreme values are included). Division is first done by getting bin limits from a vector with a sequence of values from minimum to maximum.

Let's take data set "Precip" that comes with R to understand how binning is done.

# Set expected number of breaks  
breaks <- 20  
  
# Get range (minimum and maximum values)  
precipRange <- range(precip)  
  
# Computing Bin limits (1 is added to breaks to enable grouping)  
precipSeq <- seq(precipRange[1], precipRange[2], length.out = breaks + 1)  
precipSeq  
## [1] 7 10 13 16 19 22 25 28 31 34 37 40 43 46 49 52 55 58 61 64 67

Vector "precipSeq" has 21 values (1 more than breaks given) which will form the bin limits. First bin will be from 7 (or minimum value) to 9, second will be from 10 to 13, and last bin will be from 65 to maximum value. Given these bins, values will be allocated to bins they fall into, for example a value 17 would fall in bin 16 to 19.

# Distribution of values given ten breaks  
precipBin1 <- table(cut(precip, breaks = 10))  
precipBin1  
##   
## (6.94,13] (13,19] (19,25] (25,31] (31,37] (37,43] (43,49]   
## 6 7 3 7 14 16 9   
## (49,55] (55,61] (61,67.1]   
## 4 3 1  
  
# Distribution of values based on summary statistics  
precipSumStats <- summary(precip)  
precipBin2 <- table(cut(precip, unname(precipSumStats)))  
precipBin2  
##   
## (7,29.4] (29.4,34.9] (34.9,36.6] (36.6,42.8] (42.8,67]   
## 17 10 7 17 18  
  
# Distribution of values given twenty five breaks  
precipBin3 <- table(cut(precip, breaks = 25))  
precipBin3  
##   
## (6.94,9.4] (9.4,11.8] (11.8,14.2] (14.2,16.6] (16.6,19] (19,21.4]   
## 4 1 2 4 2 1   
## (21.4,23.8] (23.8,26.2] (26.2,28.6] (28.6,31] (31,33.4] (33.4,35.8]   
## 1 2 0 6 4 3   
## (35.8,38.2] (38.2,40.6] (40.6,43] (43,45.4] (45.4,47.8] (47.8,50.2]   
## 8 7 8 3 3 5   
## (50.2,52.6] (52.6,55] (55,57.4] (57.4,59.8] (59.8,62.2] (62.2,64.6]   
## 0 2 1 2 0 0   
## (64.6,67.1]   
## 1  
  
# Note: barplots of these vectors will be similar to histograms with same breaks

There is no one recommended number of bin size as it depends on data distribution and analysis goal, however, there have been a number of guidelines including "Sturges" which is R's default binning system.

op <- par("mfrow")  
par(mfrow = c(2, 2))  
hist(precip, main = "Breaks set to default 'Sturges'")  
hist(precip, breaks = 25, main = "Breaks set to 25")  
hist(precip, breaks = nclass.scott(precip), main = "Breaks set to 'Scott'")  
hist(precip, breaks = nclass.FD(precip), main = "Breaks set to 'Freedman-Diaconis'")
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par(mfrow = op)

##### Rugs

Sometimes it is necessary to show data concentration (density) areas, this can be shown with a "rug". A rug is a one dimensional density plot added to axes.

op <- par("mfrow")  
par(mfrow = c(2, 2))  
hist(precip, main = "")  
rug(precip, col = 4)  
hist(precip, breaks = 25, main = "")  
rug(precip, col = 4)  
mtext("Histograms with rugs showing marginal distribution", line = 2, at = -15, font = 7, cex = 1.2, xpd = NA)  
hist(precip, breaks = nclass.scott(precip), main = "")  
rug(precip, col = 4)  
hist(precip, breaks = nclass.FD(precip), main = "")  
rug(precip, col = 4)
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par(mfrow = op)

Just like plot(), we can add some aesthetics to histograms.

color <- "#F6CBB7"  
hist(precip, breaks = 25, freq = FALSE, col = color, main = "Annual Precipitation in US Cities", xlab = "Average amount of precipitation (rainfall) in inches", las = 1)  
rug(precip, col = 4)
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##### Histogram as an object

Histograms can be save as an objects of class "histogram". These objects can be used to call plot() which will dispatch "plot.hist" method.

# Create an object with class "histogram"  
precipHist <- hist(precip, breaks = 25, freq = FALSE)
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class(precipHist)  
## [1] "histogram"  
  
# Call plot() but suppressing y axis and add a rug  
plot(precipHist, ann = FALSE, yaxt = "n", col = color)  
title(main = "Annual Precipitation in US Cities", xlab = "Average precipitation (rainfall) in inches")  
rug(precip, col = 4)
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Histograms (like pie and bar graphs) are not ideal for publication due to [data-ink ratio](http://www.infovis-wiki.net/index.php/Data-Ink_Ratio) but are excellent for presentations and Exploratory Data Analysis or quality check.

#### Density plots

As noted earlier, these plots are ideal for continuous data (typeof = "double") as they draw continuous line.

As an example, we will use a well known data set called "iris" or the Edgar Anderson's Iris Data (?iris). Our interest is to produce density plots of the four numerical vectors (Sepal.Length, Sepal.Width, Petal.Length, Petal.Width). We will do this in a multi-plot layout (2 row and 2 columns) and as shown before, instead of making four calls to plot, we will use "sapply" to loop through a counter (1:4).

# Looping through first four columns of iris to confirm their data type  
sapply(iris[, 1:4], is.double)  
## Sepal.Length Sepal.Width Petal.Length Petal.Width   
## TRUE TRUE TRUE TRUE  
  
# Set up plotting region  
op <- par(c("mfrow", "mar"))  
par(mfrow = c(2, 2), mar = c(2, 3, 3, 1))  
  
# Plot four density graphs using a looping function  
invisible(sapply(1:4, function(x) plot(density(iris[, x]), main = names(iris)[x], xlab = "", las = 1, frame.plot = FALSE, cex.main = 0.8)))
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# Reset original parameters  
par(mfrow = op$mfrow, mar = op$mar)  
  
# Try reproducing this plots by making individual "plot()" calls

For our second example we will demonstrate effects of standard deviation (SD) on data distribution. Standard deviation is average distance of each data point from the mean.

Our task here is to output for density plots (lines) showing 1, 2 and 3 standard deviation away from mean 100.

# Generate four data sets from random distrubutions with different SD   
a <- lapply(1:3, function(x) rnorm(1000, 100, x))  
  
# Increase plotting region (reducing outer margin)  
par(mar = c(4, 3, 3, 1))  
  
# Plot first distribution that will set up plotting region (giving x and y limits)  
plot(density(a[[1]]), ann = FALSE, las = 1)  
title(main = "Distributions with different standard deviation (SD)", line = 1.5, cex.main = 1)  
  
# Add other distribution using lines function  
lines(density(a[[2]]), col = 4)  
lines(density(a[[3]]), col = 2)
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# Redo the last part i.e. drawing of lines by using "sapply": Coding principle -> "less-is-efficient". Think about this principle and let's discuss it in level 2.

#### Annotating Plots with Legends

Legends give useful information about plots, more so for multi-plotting. They can be added anywhere on the plotting region (coordinate plane) although consideration should be made to avoid obscuring core plot.

We will add a legend to our density distribution plot indicating what each line represents.

plot(density(a[[1]]), ann = FALSE, type = "n")  
title(main = "Distributions with different standard deviations (SD)", line = 1.5, cex.main = 1)  
cols <- c(1, 4, 2)  
invisible(sapply(1:3, function(x) lines(density(a[[x]]), col = cols[x])))  
  
# Add legend using a key word instead of coordinates  
legend("topright", legend = c("One SD", "Two SD", "Three SD"), cex = 0.9, lty = 1, col = cols)
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# Reset original parameters  
par(mar = op$mar)

#### Polygons

Any area of a plot can be shaded or marked with function "polygon". This function takes coordinates of "vertices" (corners) and draws a suitable polygon. Polygons can be filled with color, shaded with line or with borders only, they are useful in showing area under a curve like in density plots.

In the following example we will shade area under a density plot indicating one standard deviation away from the mean or 68%. For now we shall not use calculus but hopefully we will get a refresher right before data analysis session in level 3.

# Seed used for reproducibility   
set.seed(384)  
  
# Drawing standard random numbers and computing density   
x <- density(rnorm(100))  
  
# Making a density plot  
plot(x, xaxt = "n", las = 1, main = "One standard deviation, about 68%")  
axis(1, at = -4:4)  
  
# Obtaining values between -1 and posive 1  
ind1 <- grep(pattern = "^-1.", as.character(x$x))  
ind2 <- grep(pattern = "^1.", x = as.character(x$x))  
  
# Getting value close to required range  
x1 <- max(x$x[ind1])  
x2 <- min(x$x[ind2])  
  
# Finding corresponding y values  
y1 <- x$y[which(x$x == x1)]  
y2 <- x$y[which(x$x == x2)]  
  
# Area coordinates  
dat1 <- data.frame(x = rep(c(x1, x2), each = 2), y = c(0, y1, y2, 0))  
dat2 <- data.frame(x$x, x$y)[182:315,]  
  
# Shading area under a curve (representing 68% or 1sd away from mean)  
polygon(dat1, col = 8, border = 8)  
polygon(dat2, col = 8, border = 8)
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### Box (box-and-whisker) plots

Box plots like histograms and density plots are useful for displaying data distribution. These plots are based on the five number summary, that is "minimum", "Q1", "Q2 (median)", "Q3", and "maximum". Letter "Q" stands for "quarter", that is quarter 1, quarter 2 and quarter 3. These summary statistic can be displayed in a box plot as univariate (distribution of one numerical variable) or bi/multivariate (one numerical variable and factor variable(s)) displays.

#### Univariate box plot

Univariate box plots involve one numerical variable. In R, function "boxplot" produces these plots which are also referred to as box-and-whisker plots. Box plot is vectorised meaning it can accept multiple vectors and will output plots the same size as the number of vectors passed.

For instance, we can generate box plots for the first four columns of iris data set with one call and without calling a looping function.

boxplot(x = iris[, 1:4], main = "Boxplot of Iris Data Set", las = 1)
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As with other plots in base R, box plots can be improved to communicate or accentuate certain areas of the plot.

For example, we can add some background color to the boxes (to display IQR), change plotting character (to show extreme values), show only average on y axis (to make them stand out), make x axis labels to be slant (for legibility), add segments (linking average value and boxes) and finally frame the plot.

# Generating box plots  
boxplot(iris[, 1:4], col = 8, pch = 20, axes = FALSE, las = 1, main = "Fishers et.al Iris Data Set")  
  
# Computing averages  
average <- sapply(iris[,1:4], median)  
  
# Adding y axis with tickmarks and labels at averages  
axis(2, at = average, las = 1)  
  
# Adding x axis but without labels  
axis(side = 1, labels = FALSE)  
  
# # Adding labels   
text(x = 1:4, y = par("usr")[3] - 0.9, labels = names(iris[,1:4]), srt = 45, xpd = NA, adj = 1)  
  
# Showing averages with segments  
segments(x0 = 0, y0 = average, x1 = c(1:4), col = 8, lty = 3, lwd = 2)  
  
# Adding a frame around plotting area  
box()

![](data:image/png;base64,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)

#### Bivariate Box Plots

Box plots can be quite informative if summary statistics are displayed by levels of a categorical variable(s). Producing box plots given levels of a factor variable will require calling "boxplot" with a formula as its first argument. Formulas in R are in the form "y ~ x" meaning y given x. For box plots, y must be numeric while x can be a categorical variable. If x is not a categorical variable, R will produce box plots of y by unique values of x, this can be an overpopulated figure if unique values of x are many.

For our example, let's look at "Sepal.Length" in the Iris data set and summarize it by flower species.

# Plotting but suppressing x axis and increasing y axis for better scale display   
boxplot(Sepal.Length ~ Species, data = iris, col = 8, pch = 20, ylim = c(4, 8), xaxt = "n", main = 'Iris "Sepal.Length" by flower species', cex.main = 1.3, font = 7, las = 1)  
axis(side = 1, at = 1:3, labels = levels(iris$Species), line = 0)

![](data:image/png;base64,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)

#### Multivariate Box Plots

Multivariate box plots are generated by adding a terms to the formula. These formulas are in the form "y ~ x + a" meaning grouping by unique/levels of x and a.

In this example we will use reshape2's "tips" data set to generate box plots of tips by gender and smoking habits. We will also use argument width to show relative length of each group.

# Data  
tips <- reshape2::tips  
  
# Widths for boxes (IQR)  
width <- as.vector(by(data = tips[, "tip"], INDICES = tips[, c("sex", "smoker")], function(x) length(x)/nrow(tips)))  
  
  
gender <- levels(tips$sex)  
  
# Drawing box plot for each group and passing a width arguments  
boxplot(tip ~ sex + smoker, data = tips, width = width, main = "Tips by Smoking status", xaxt = "n", las = 1, col = rep(c(NA\_character\_, "grey50"), each = 2), pch = 20, font.main = 7)  
axis(1, labels = FALSE)  
  
# Adding labels  
text(x = 1:4, y = par("usr")[3] - 0.9, labels = rep(gender, 2), xpd = TRUE)  
text(x = c(1.5, 3.5), y = par("usr")[3] - 1.5, labels = c("Non-Smoker", "Smoker"), xpd = TRUE)  
  
# Displaying average tips  
abline(h = median(tips$tip), lty = 3, col = 8)
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### Strip Charts/Dot Plots

For small data sets, strip charts are better alternatives to box plots. Strip charts shows distribution of actual data point.

# Univariate strip chart  
stripchart(BOD, vertical = TRUE, pch = 20, col = 4, at = c(2, 5), xlim = c(0, 7), main = "BOD Data set", las = 1)
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# Bivariate strip chart   
stripchart(weight ~ feed, data = chickwts, vertical = TRUE, xaxt = "n", pch = 20, col = 4, las = 1, main = "Chickwts data set")  
axis(1, labels = FALSE)  
text(x = 1:nlevels(chickwts$feed) , y = par("usr")[3] - 25, labels = levels(chickwts$feed), srt = 45, xpd = TRUE, adj = 1)
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### Conditional Plots (Coplot)

Conditional plots are used to show association between variables based on some condition(s). Association between these variables is often written as conditional formulas in the form "y ~ x | a" (read as "y" in relation to "x" given "a"); "a" is the condition.

Conditional formulas have at least two operators; a tilde (~) denoting a formula and a bar (|) indicating presence of a condition. In R, relationship between x and y given "a" or "a" and "b" can be plotted using function "coplot". When there are two conditions ("a" and "b"), relationship between these conditions can be one of either additive (main effect) or multiplicative (interaction terms).

Additive models are in the form "y ~ x | a + b" which is the relationship of "x" and "y" given "a" and "b". Multiplicative interactions are in the form "y ~ x | a \* b" which is the combined effect of main effects (a + b) and their interaction. We shall discuss this further during our regression session in level three.

One of coplot's argument is a "panel" function which will become quite handy in level three as we fitting regression lines, but for now we will use default points for demonstration.

As an example of multi-paneling in base R using coplot, we will plot relationship between proportion of tips to total bill, first by gender and then by both gender and smoking habits. In this example we are using proportion rather than actual tip to take account of size of bill paid.

# Computing proportion of tips from total bill  
tips$propTips <- with(tips, tip/total\_bill)  
  
# Relationship between proportion of tips to total bill by partrons gender  
coplot(propTips ~ total\_bill | sex, data = tips, pch = 20, col = color, las = 1, xlab = "Relationship between Total Bill and Tips", ylab = "Proportion of tips", cex.lab = 0.9)

![](data:image/png;base64,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)

# Relationship between proportion of tips to total bill by partron's gender and smoking habit  
coplot(propTips ~ total\_bill | sex + smoker, data = tips, pch = 20, col = color, las = 1, xlab = "Relationship between Total Bill and Tips", ylab = "Proportion of tips")
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### Stem and Leaf plot

Stem and leaf plots are quick and easy exploratory data analysis tools. They are good in terms of data-ink ratio and displaying distributions. These plots are really not plots as much as they are tables, in that they show actual values rather than points or bins. In fact, if you flipped them horizontally, they look like are dot plots with values instead of plotting characters.

Stem represent the first digit of a number and leaves are subsequent values. For example, number 126 has 1 as its stem and 26 and its leaves.

In R, these plots are generated with the function "stem()" which outputs to console rather than plotting window.

# Actual data sort in decreasing   
sort(iris$Sepal.Length)  
## [1] 4.3 4.4 4.4 4.4 4.5 4.6 4.6 4.6 4.6 4.7 4.7 4.8 4.8 4.8 4.8 4.8 4.9  
## [18] 4.9 4.9 4.9 4.9 4.9 5.0 5.0 5.0 5.0 5.0 5.0 5.0 5.0 5.0 5.0 5.1 5.1  
## [35] 5.1 5.1 5.1 5.1 5.1 5.1 5.1 5.2 5.2 5.2 5.2 5.3 5.4 5.4 5.4 5.4 5.4  
## [52] 5.4 5.5 5.5 5.5 5.5 5.5 5.5 5.5 5.6 5.6 5.6 5.6 5.6 5.6 5.7 5.7 5.7  
## [69] 5.7 5.7 5.7 5.7 5.7 5.8 5.8 5.8 5.8 5.8 5.8 5.8 5.9 5.9 5.9 6.0 6.0  
## [86] 6.0 6.0 6.0 6.0 6.1 6.1 6.1 6.1 6.1 6.1 6.2 6.2 6.2 6.2 6.3 6.3 6.3  
## [103] 6.3 6.3 6.3 6.3 6.3 6.3 6.4 6.4 6.4 6.4 6.4 6.4 6.4 6.5 6.5 6.5 6.5  
## [120] 6.5 6.6 6.6 6.7 6.7 6.7 6.7 6.7 6.7 6.7 6.7 6.8 6.8 6.8 6.9 6.9 6.9  
## [137] 6.9 7.0 7.1 7.2 7.2 7.2 7.3 7.4 7.6 7.7 7.7 7.7 7.7 7.9  
  
# Stem and leaf plot of Sepal Length  
stem(iris$Sepal.Length, scale = 2)  
##   
## The decimal point is 1 digit(s) to the left of the |  
##   
## 43 | 0  
## 44 | 000  
## 45 | 0  
## 46 | 0000  
## 47 | 00  
## 48 | 00000  
## 49 | 000000  
## 50 | 0000000000  
## 51 | 000000000  
## 52 | 0000  
## 53 | 0  
## 54 | 000000  
## 55 | 0000000  
## 56 | 000000  
## 57 | 00000000  
## 58 | 0000000  
## 59 | 000  
## 60 | 000000  
## 61 | 000000  
## 62 | 0000  
## 63 | 000000000  
## 64 | 0000000  
## 65 | 00000  
## 66 | 00  
## 67 | 00000000  
## 68 | 000  
## 69 | 0000  
## 70 | 0  
## 71 | 0  
## 72 | 000  
## 73 | 0  
## 74 | 0  
## 75 |   
## 76 | 0  
## 77 | 0000  
## 78 |   
## 79 | 0

### Bar graphs and pie chart

Bar graphs and pie charts are used for univariate categorical data. These plots are not ideal in terms of data-ink ratio but are good for exploratory data analysis (EDA) and presentations.

#### Bar Graphs

Bar graphs are similar to histogram but instead of bins where continuous data is cut into groups/intervals, bar graphs use counts for for each levels/categories. To construct these graphs, function "barplot" is called with height of each bar as its first argument. Height are count data of a categorical variable often presented as tables or matrices. Height of a factor vector can be computed using function "table".

# Heights for a factor vector  
tipsDays <- table(tips$day)  
tipsDays  
##   
## Fri Sat Sun Thur   
## 19 87 76 62

Table can also be used to get heights for bivariates.

tipsDayTime <- with(tips, table(day, time))  
tipsDayTime  
## time  
## day Dinner Lunch  
## Fri 12 7  
## Sat 87 0  
## Sun 76 0  
## Thur 1 61

These objects of class table can now be passed to bar plots as height. For tables greater than one dimension, it might be useful to set besides to TRUE otherwise default is to stack the row levels on column levels.

op <- par("mfrow")  
par(mfrow = c(2, 2))  
  
barplot(tipsDays, main = "One Dimension Bar plot", col = blues9[2])  
  
barplot(tipsDayTime, main = "A stacked barplot", col = blues9[c(2, 4, 6)])  
  
barplot(tipsDayTime, main = "Bar plot with beside = TRUE", beside = TRUE, cex.main = 0.9, col = blues9[c(2, 4, 6)])  
  
par(mfrow = op)
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Unlike plot and other plotting functions, bar chart has an argument for adding legends to plots, this is "legend.text". If set to TRUE, legend.text will add a legend with names of height for 1d tables/arrays or row names for 2d tables. Other legend labels can be passed to this argument. Argument "arg.legend" can be used to control how legend is constructed.

barplot(height = tipsDayTime, legend.text = TRUE, beside = TRUE, main = "Bar plot with a legend", args.legend = list(x = par("usr")[2], y = par("usr")[4] + 5, cex = 0.8, xpd = NA, x.intersp = 0.5, y.intersp = 0.6), col = blues9[c(2, 4, 6)])
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##### Pie Chart

Pie charts are classic data display for (univariate) categorical data. They have over the years received a lot of negative criticisms as far as visual perception is concerned. We will not get into that right now as this is based on data being communicated which we will cover in level three. But even with all discussion on this plot, it is by far one of the easiest plots to generate and read. Quite useful when there are few categories and during exploratory data analysis. In R they are generated with "pie" function.

pie(table(tips$day))
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### Mosaic

Mosaic plots are good for showing multivariate categorical data for example looking at college admission for each department by gender. Function used to produce this plot is called "mosaicplot" which takes a contingency or cross-classification table as its first argument.

# Confirming class of object to be passed to mosaic plot  
class(UCBAdmissions)  
## [1] "table"  
  
# Generating a multivariate factor plot  
mosaicplot(UCBAdmissions, color = blues9[1:6])
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### Fourfold Plots

Four fold is an interesting plot for visualizing associations in 2 by 2 by k contingency tables. "k" here means stratus's which can be presented as 3d arrays.

For 2 by 2 tables, each cell count forms a quarter of a circle with radius proportional to its square root. Confidence rings for odds ratios are added to show test of no association (null hypothesis), if rings of adjacent quadrant overlap, then null hypothesis is not rejected. We will explore this topic in level three when discussion display of categorical data, but for now get to know how to produce the plot with function "fourfoldplot".

# Making a 2 by 2 contigency table  
tipsSexSmoker <- with(tips, table(sex, smoker))  
tipsSexSmoker  
## smoker  
## sex No Yes  
## Female 54 33  
## Male 97 60  
  
# Displaying association  
fourfoldplot(tipsSexSmoker)
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# Displaying association by strata (gender)  
tipsTimeSmokerSex <- with(tips, table(time, smoker, sex))  
fourfoldplot(tipsTimeSmokerSex)
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### Sunflower plots

Sunflower plots are used for reading over plotted points on scatter plots (where density distribution is obscured). These are produced with "sunflowerplot()"

op <- par("mfrow", "xpd")  
par(mfrow = c(1, 2), xpd = TRUE)  
  
# Default plot  
plot(faithful$waiting, faithful$eruptions, main = "Default plot", xlab = "waiting", ylab = "eruptions", las = 1)  
  
# Sunflower plot   
sunflowerplot(faithful$waiting, faithful$eruptions, xlab = "waiting", ylab = "eruptions", las = 1, pch = 16, seg.col = "deeppink", cex = .5, cex.fact = 1)  
title(main = "Sunflowerplot showing overplotting", xpd = TRUE, cex.main = 1)
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par(mfrow = op)

### Time series plots (line)

Time series objects are created with function "ts" and plotted with generic "plot" function; recall it has a method for class "ts" as in "plot.ts()". plot.ts() is basically "plot(x, type = 'l')" which means a line plot; therefore a numerical vector can still produce a plot similar to a time series plot.

Let's look at how time series plots can be generated by passing a numerical and time objects as x and y and then call plot with the same values but converted to a time series object. We shall use a data set from ggplot2 called "economic"

op <- par("mfrow", "mar")  
   
# Original parameters  
par(mfrow = c(1, 2), mar = c(5, 4, 4, 0.5))  
  
# Plotting non time series objects  
plot(economics$date, economics$unemploy, type = "l", ylab = "Unemployed (thousand)", main = 'Using plot type "l"', xlab = "", col = 4, las = 1, cex.axis = 0.9)  
  
# Plotting time series objects  
# First creating a "ts" object  
unEmpTS <- ts(data = economics$unemploy, start = c(1967, 7), frequency = 12)  
plot(unEmpTS, plot.type = "single", col = 4, las = 1, main = 'With a "ts" object', xlab = "", ylab = "", cex.axis = 0.8)  
  
# A joint x label  
text(x = 1950, y = -2800, labels = "Time 1968 - 2015 (monthly)", xpd = NA)
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# Reseting parameters  
par(mfrow = op$mfrow, mar = op$mar)

#### Month plot

Month plots show differences in seasons or cycles over time. These plots are constructed with "monthplot()", a generic function with methods for time series and decomposed time series objects (decomposed by "stl" or "StructTS").

As an example, let's look at two month plots showing seasonal variation, that is monthly average over time.

par(mfrow = c(1, 2))   
  
# Decomposing (stl) unemployment time series data  
decompUnEmp <- stl(unEmpTS, s.window = "periodic")  
  
# Showing monthly difference  
monthplot(decompUnEmp)  
  
#   
decompNottem <- stl(nottem, "periodic")  
monthplot(decompNottem)
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par(mfrow = op$mfrow)

As a conclusion to this subsection, it is good to note that R has numerous other plots that we have not looked at. The core of this section was to have a glimpse at some of these plotting functions rather than an in depth review. Most we will revisit them during data analysis as they will become relevant.

## Colors

So far we have been creating plots with minimal number and variation of colors. In this section we get to see how to change that. Of interest here is to know colors available in base R and ways of generating more colors.

To understand what colors are available in R, we need to first know what values R expects as valid colors to be passed to color arguments and graphical parameters. In this regard we will start off this section by discussing expected values for color arguments then proceed on to learn base R colors and color creation.

### Expected values for color-based arguments

Color arguments and color based graphical parameters expect either numeric or character objects. Anything other than these two type of objects would raise a warning message as R would not understand it.

Let's look at how to pass these two values.

#### Numeric Values

In line with "S" programming language, R has a selection of colors contained in what is called a "palette". A palette is a selection of colors which are indexed such that each color can be referred to by its index. These indices are the numerical values passed to color argument.

Function "palette" is used to query colors in a palette, this done by calling the function without passing any argument, "palette()". Initially, base R's palette consists of eight colors which are "black", "red", "green3", "blue", "cyan", "magenta", "yellow" and "gray". If "5" is passed as a value to a color argument, it would mean "cyan". If a value is greater than eight, R will recycle colors in the palette until it reaches given value, for example "12" would result to "blue". Zero is reserved for "white" or default device color. Any value below 0 is an error.

To visualize colors, we will use the following function from package "colorspace".

pal <- function(col, border = "transparent", ...) {  
 n <- length(col)  
 plot(0, 0, type = "n", xlim = c(0, 1), ylim = c(0, 1), axes = FALSE, xlab = "", ylab = "", ...)  
 rect(0:(n - 1)/n, 0, 1:n/n, 1, col = col, border = border)  
}

R's default palette

pal(palette())  
title(main = "R's default color palette", line = 0.2)  
text(seq(0.0625, 0.9375, by = 0.125), par("usr")[3], labels = paste(1:8, "=", palette()), xpd = NA, srt = 45, adj = 1)
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#### Character values

Characters values passed to color argument can either be hexadecimal values or R's built-in color names.

##### Hexadecimal color codes

Hexadecimal is a numeral positioning system that uses 16 distinct values rather than usual 10 number system called "decimal". These 16 values are 0 to 9 and A to F equivalent to 0 to 15 in decimal notation. In hexadecimal notation, once "F" is reached, counting begins again as 20 and progresses until 2F when it restarts at 30. For example, a hexadecimal value like 2F would be 47 in decimal notation, that is 2 times base 16 raised to one plus 15 (which is F) multiplied by sixteen raised to zero ((2\*16^1) + (15\*16^0)). The point to note here is that for any hexadecimal value, there are 16 possible values it can assume rather than ten. Look at it this way, if hexadecimal values were put in an urn and one is picked, the value can be one of 1, 2, 3, 4, 5, 6, 7, 8, 9, A, B, C, D, E or F.

With this in mind, in terms of color codes, hexadecimals are used to represent colors in the form of a six-digit hexadecimal notation. These six digits are "RRGGBB", which represent composition of primary colors "red" (RR), "green" (GG) and "blue" (BB). Notice each color has two hexadecimal values, these form a computer byte which is the required computer storage capacity for a single character.

Since we now know one hexadecimal has 16 possible values, then 2 hexadecimals can have 16 \* 16 or 16^2 possible values. In color codes this means each of the primary colors has 256 or 0-255 possible colors. In total, they can be 1.677721610^{7} (256^3) possible colors and therefore about sixteen million unique hexadecimal color codes.

# Sixteen hexadecimal value  
hexVals <- c(0:9, LETTERS[1:6])  
  
# Length obtained by getting all possible combitations  
nColors <- nrow(expand.grid(hexVals, hexVals, hexVals, hexVals, hexVals, hexVals))  
nColors  
## [1] 16777216

As an example, in terms of decimal notation and based on the 255 possible colors for each of the primary colors, a color, say "burgundy" is composed of 158/255 (0.62) of red, 5/255 (0.02) of green and 8/255 (0.03) of blue. In hexadecimal notation, 158 for red translates to 9E, 5 for green is 05 and 8 for blue is 08. These hexadecimal values are combine as #9E0508, note the pound "#" symbol at the beginning. This hexadecimal value can be passed to any color argument.

plot(BOD, pch = 21, bg = "#9E0508", ylim = c(6, 20), main = 'A touch of "Burgundy"', panel.first = lines(spline(BOD)))
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##### R's Built-in color names

As noted, another way to pass values to a color argument or color-based parameter is by their color names. R has 657 color names of which 502 are distinct. A list of all colors can be obtained with function colors, set argument "distinct" to TRUE, if you want unique colors.

# List of all R colors  
rColors <- colors(distinct = TRUE)  
  
# Number of R colors   
nRColors <- length(rColors)  
nRColors  
## [1] 502

Just like hexadecimal values, color names can be passed as character object to plotting function or parameter

cl <- c("gold", "turquoise3", "paleturquoise", "palevioletred2", "snow2", "pink", "mediumorchid1", "thistle", "mistyrose2", "orange2")  
mosaicplot(occupationalStatus, color = "mistyrose2")
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### Defining a new palette

Colors in a palette can be changed by passing other colors to "palette". These colors must be greater than 2 and no more than 1024 characters. These characters must either be color names recognized by R (listed in colors()), hexadecimal values or both.

# Querying current palette  
palette()  
## [1] "black" "red" "green3" "blue" "cyan" "magenta" "yellow"   
## [8] "gray"  
  
# Setting a new palette  
palette(c("blue3", "#3C0ABE", "blue1", "blue2", "blue3", "blue4", "deepskyblue", "skyblue"))  
  
# Confirming new palette  
palette()  
## [1] "blue3" "#3C0ABE" "blue" "blue2" "blue3"   
## [6] "blue4" "deepskyblue" "skyblue"  
  
# Diplaying new palette  
pal(rep(1, 6), col = 1:length(palette()))
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# Resetting original palette  
palette("default")

Do note a palette is just a vector with colors and hence one can define a color palette without using function "palette". The only difference being colors in a palette can be referred to by their indices.

### Palettes makers

R provides a number of palette makers or functions, these include "rainbow colors", "heat.colors", "terrain.colors", "topo.colors", "cm.colors", "gray.colors" and "blue9". All of these palettes are functions with exception of "blue9" which is a character vector with nine "blue based colors.

These color palette functions required number of colors as its first argument and "alpha" as its second argument. Alpha is used to specify color's opacity, that is, how transparent or opaque it should be; defaults to opaque.

Function rainbow has additional arguments "s", "v", "start" and "end" which will become clear once we have discussed properties of a color during color creation section.

# Data  
dat <- rep(1, 10)  
n <- length(dat)  
  
# Creating different colour schemes  
palettes <- list(  
 rainbow1 = rainbow(n),  
 heatColors = heat.colors(n),  
 terrainColors = terrain.colors(n),  
 topoColors = topo.colors(n),  
 cmColors = cm.colors(n),  
 grayColors = gray.colors(n),  
 blues9 = blues9  
)  
  
  
# Main titles  
main <- c("Rainbow colors", "Heat colors", "Terrain colors", "Topo colors", "Cm colors", "Grey Colors", "Color vector Blue9")  
  
# Setting up layout  
par(mfrow = c(2, 2), mar = c(0.5, 0.5, 4, 0.5))   
  
# Color wheel  
invisible(sapply(1:length(palettes), function(x) pie(dat, col = palettes[[x]], main = main[x])))
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par(mfrow = c(1, 2))
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# Showing opacity   
pie(dat, col = palettes[[1]], panel.first = grid(lwd = 2), main = "Alpha at 1")  
pie(dat, col = rainbow(n, alpha = 0.5), panel.first = grid(lwd = 2), main = "Alpha at 0.5")
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# Resetting original layout  
par(mfrow = op$mfrow, mar = op$mar)

In addition to R's palette functions, there are two other functions for interpolating colors these are colorRamp and colorRampPalette, the core of these tow being colorRamp. We discuss these two functions as additions to specifying colors to include in a palette.

### Creating palettes by interpolation colors

colorRamp takes a vector of colors as its first argument which it uses to define an interpolating function, this is the output of colorRamp. This function has one argument "x" which expects a vector of values between 0 and 1 or intensity of each of the interpolated colors. A call to this function produces a palette in a matrix format giving intensity of primary colors "red", "green" and "blue" as well as opacity if alpha is set to true. Rows in this matrix represent a color.

Let's create a palette with "colorRamp" .

mar0.5 <- rep(0.5, 4)  
par(mar = mar0.5)  
  
# Interpolating some colors  
cols <- c("cyan", "magenta", "yellow")  
cr <- colorRamp(cols)  
  
# Determining object type  
typeof(cr)  
  
# Color intensity  
x  
  
# A palette with 10 colors  
cr.pal <- cr(x)  
cr.pal  
  
pie(dat, col = cr.pal)  
  
par(mar = op)

When alpha is set to TRUE, a four column matrix is produced.

cr2 <- colorRamp(colors = cols, alpha = TRUE)  
cr2(x)

colorRampPalette more of a wrapper function for "colorRamp". It takes a vector of color names or hexadecimal values or palette indices as its first argument and generates a palette creating function with one argument "n". "n" are the number of colors to be produced.

par(mar = rep(05, 4))  
# Interpolating colors  
crp <- colorRampPalette(cols)  
  
# Type of object generated  
typeof(crp)  
## [1] "closure"  
  
# Creating a pallet with ten colors  
crp.pal <- crp(10)  
crp.pal  
## [1] "#000000" "#000038" "#000071" "#0000AA" "#0000E2" "#1C00E2" "#5400AA"  
## [8] "#8D0071" "#C60038" "#FF0000"  
  
pie(dat, col = crp.pal)
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par(mar = op$mar)

Before creating new colors, there are a few concepts that need to be discussed, two of them being color models and spaces.

### Color Models and Spaces

For any device to recognize a color, it needs to be in a format it understands. This is only possible if colors are numerical values, something like what we saw when discussing hexadecimal color codes. These numerical values are generated with mathematical formulas which are thus referred to as "color models". There are different models each with it's own strength and ways of computation. Some of these models are based on color composition like percentage certain colors (their primary colors), others are based on aspect of light waves (physics) and other use concept of human perception (retina cones).

The underlining issue in all these models is to represent colors in numbers for computation and reproducibility purposes. In practical sense, when you make a plot on your PC and share with someone using a mac or even when you send it for printing, you expect the other device to reproduce an exact copy. So a color like "deepskyblue" is maintained as such and not some other variation of "blue". This then can only happen when such colors are defined numerically and formulas used for definition become conversion functions.

However, even when colors are defined numerically, the receiving device might not have that particular color. This is because each device has a group of colors it can use; this is what is known as a "color space".

All computer devices have a defined "color space" based on a particular color model. Some of the widely used color models are:

**RGB**

RGB is based on the concept of "additive color mixing" and involving three primaries; red, green and blue. Additive color mixing is one of two color mixing system (the other being subtractive). The best way to understand additive mixing is to think in terms of illuminating a white surface with three different lights of red, green and blue. When all three colors are projected, the surface remains white, when two colors are projected, a secondary color is seen like reddish-blue or magenta. In all combining different variation of these lights produce the 6 million colors we computed earlier. Variation here includes reducing and increasing lighting, switching on and off one or two of the primaries.

**CYMK**

This model is also based on color mixing though subtractive. Subtractive color mixing is what you would expect when you hear color mixing, it is just like mixing painting colors to generate other colors. This system uses four primaries, "cyan", "yellow", "magenta" and "black" which incidentally are secondary colors in the additive system.

**CIELAB and CIE XYZ**

These are two similar models based on human vision. They are not as easy to understand as RGB and CYMK but are most preferred system for model conversion as they use more colors. They are thus called "profile connection spaces (PCS)".

**Color spaces**

Color spaces are collection of colors based on a color model; an implementation of a color model. Color spaces determine how colors in a plot would appear and how they can be reproduced. When you see a plot that is bright and vibrant on screen looking washed out or dull on another device, it could very well be explained by color space used in the two devices. Chances are the other device does not contain colors used when plotting.

There are a number of color spaces for each color model, for example sRGB, proPhotoRGB, and Adobe RGB (1998) for RGB model and CIELAB for CIE XYZ model. Each device has a defined color space, which has an implication on available colors. R uses "sRGB" an implementation of "RGB" color space and has functions for converting between color spaces. These functions are detailed in a vector called colorspaces. What needs to be grasped in this concept of color models and spaces is the number of colors one can use to plot and how they would appear in a different display setting. R uses one of the smallest color spaces available in RGB model, this is because most of these colors can easily be reproduced with most devices. Color spaces like proPhotoRGB have a large collection of colors but not easily reproducible in other devices.

Bottom line, R's color space is ideal for most general plots, but for specialized plots with very precise color schemes like geographical maps, R's sRGB color space might not be sufficient, hence will need to consider other color spaces or models.

### Creating New Colours

As noted earlier, R has 502 distinct colors, these are just 0.003% of all possible colors. Therefore many more colors can be created.

There two ways of creating new colors, one is by mixing and the other is by specifying three colors dimensions; hue, saturation/chroma, value/luminance. Selecting either of the two method of color creation will depends on how you define a color; as a composition of colors or its colorfulness and brightness.

#### Creating color by mixing: sRGB Color space

sRGB stands for "standard Red Green and Blue" color space, an implementation of RGM model. This color space uses primary colors "red", "green" and "blue", to create new colors, in R this is done using "rgb" function. This function take a value between 0 and a given maximum to represent color intensity for each of the primaries. Maximum value can be any value though common values are 1 (for proportion) or 255 (total possible colors), default is 1. Passing 0 to any of the primaries would mean resulting color will not contain that primary while passing maximum value would mean that primary if fully represented in resulting color.

To illustrate this, lets begin by creating one color with a blue dominance.

# one color  
oneRGB <- rgb(0.5, 0, 1)  
oneRGB  
## [1] "#8000FF"

rgb produces a hexadecimal output which as we discussed earlier can be passed to any plotting function with a color argument.

# Data  
dat <- sort(sample(100, 20)) ^ 2  
  
# Plotting using color from "rgb()"  
plot(dat, pch = 21, bg = oneRGB, main = "With newly create ('rgb') color", xlab = "x", ylab = "y", panel.first = lines(spline(dat)), las = 1)
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Now we can create multiple colors with different intensity of "red", "green" and "blue".

First let's create a colors with all possible combinations of 0 and 1.

par(mar = c(0.5, 0.5, 4, 0.5))  
# Making a data frame with all possible combinations of 0 and 1  
comb <- expand.grid(red = 0:1, green = 0:1, blue = 0:1)  
  
# A list with all colour combinations (totals to 8)  
rgbPallet <- sapply(1:nrow(comb), function(x) rgb(comb[x,]))  
  
# A color wheel   
pie(rep.int(1, nrow(comb)), col = rgbPallet, main = 'All combinations of "0 and 1"')
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par(mar = op$mar)

We can use rgb's output to create a new color palette.

# Getting current (default) palette  
palette()  
## [1] "black" "red" "green3" "blue" "cyan" "magenta" "yellow"   
## [8] "gray"  
  
# Changing color palette  
palette(rgbPallet)  
  
# Displaying names of new palette  
palette()  
## [1] "black" "red" "green" "yellow" "blue" "magenta" "cyan"   
## [8] "white"  
  
# Resetting to original palette  
palette("default")  
  
# Confirming reset was effected  
palette()  
## [1] "black" "red" "green3" "blue" "cyan" "magenta" "yellow"   
## [8] "gray"

Did you notice our new palette is similar to default palette with exception of white/grey and order?

Given our discussion on additive system which RGB is one of them, let's try and prove some of the concepts. One of these concepts is additive models begin with color "black" when all three color lights are off and eventually become white when they are all on.

To prove this, we will create two vectors with an aim of creating a sequence of colors beginning or leading to the said colors.

par(mfrow = c(2, 1), mar = c(0.5, 0.5, 4, 0.5))  
  
# Generating a sequence of values   
x <- seq(from = 0, to = 1, by = 0.1)  
  
# Creating sequenced color vector  
(allOn <- rgb(1, 1, x))  
## [1] "#FFFF00" "#FFFF1A" "#FFFF33" "#FFFF4D" "#FFFF66" "#FFFF80" "#FFFF99"  
## [8] "#FFFFB3" "#FFFFCC" "#FFFFE6" "#FFFFFF"  
(allOff <- rgb(0, 0, x))  
## [1] "#000000" "#00001A" "#000033" "#00004D" "#000066" "#000080" "#000099"  
## [8] "#0000B3" "#0000CC" "#0000E6" "#0000FF"  
  
# Displaying color  
pal(allOn, main = 'A white ending for "r = 1, g = 1, b = 1"', border = "#808080")  
pal(allOff, main = 'Black begining when r = 0, g = 0, b = 0', border = "#808080")
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par(mfrow = op$mfrow, mar = op$mar)

Next time you create colors with sRGB color space and you get either white or black you would know how they were formed.

#### Creating colors using color properties

R has two functions which can be used to create colors based its properties, these are "hsv" (hue, saturation, value) and "hcl" (hue, chromaticity, lighting). But before we create colors with these functions we need to understand what color properties are and difference between "hsv" and "hcl".

##### Color Properties

Colors can be defined by three properties; "Hue", "Colorfulness", and "lightness".

**Hue**

In basic terms "hues" are colors you would consider as bright and purest, these are mainly primary colors "red", "blue" and "green". With these three colors an endless number of colors can be created (actually, slightly over 16 million). All possible colors are represented cylindrically such that each color can be identified by its angle which begins from 0 degrees to 359 degrees. For example, color red is at 0 degrees, green at 120 degree and blue at 240 degree.

**Colorfulness**

Colorfulness is one's perception of a color in terms of its intensity. Colorfulness is usually described by, "saturation" or "chromaticity (chroma)". **Saturation** referres to a color's purity or vividness, a pure color or hue would be saturated while a color said to be dull or washed is desaturated. On a scale of 0 to 100 percent, zero means a desaturated color or grey while a hundred percent means a saturated color (color in its full light).
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**Chromaticity** is simply quality of a color independent of light. Since quality of a color is defined by hue, colourfulness and light, chromaticity is therefore determined by its hue and saturation/purity. Looking at our example of a palette consisting of color blue moving from saturation to desaturation, a saturated color is fully bright (full light) while a desaturated color is dim. Hence colors on these palette are distinguished by their light which means color blue and grey share the same chromaticity (as it does not factor in light).

**Lighting**

When light is projected on a surface like a wall, what is reflected is referred to as "perceive lighting" (we can call this reflected light). This lighting should be distinguished from brightness which is "perceived brightness" of object being projected or simply projected/emitted light. As an example, when two or three hues are projected to a white wall, lighting is what the white wall will reflect while brightness is lighting from the hues. In this regard, brightness is light from a hue while lighting is light from reflecting surface. Both lighting and brightness are perceptions rather than measured properties of light. Vision perception is interpretation of information (in this case color sensors) by the brain passed through our eyes. This interpretation is affected by a number of things, one of them being surrounding objects. Take for instance projecting some presentation (like a PowerPoint) on a white wall, if the room is lit (a nearby light bulb is on), your presentation will not be visible, but when dimmed or switched off, your presentation is as clear as on your screen (well at least in terms of visibility as color will be affected by color space). In this case, if we were to measure the light reflected by projected wall when room is lit and when it is off it would be the same but our perception of what is projected is different in both instances. Hence, eye/brain interpretation (perception) of what is being seen is different from actual light being transmitted or intensity.

From our projection example we should also note that our first practical reaction to a lit room during presentation is squinting of the eyes. This is an adaption mechanism by our brain which has received sensory information it has trouble interpreting. This act means that we are more sensitive to perceived lighting rather than colors being presented or its saturation (chromaticity). This clearly means lighting should be given high importance when creating colors.

Light is measured by "luminance" on a scale called "candela per square meter (cd/m^2)". This is an absolute measurement used to quantify lighting and brightness which are relative (perceived) measurement of light. When creating colors, algorithms take into account perception such that luminance is scaled appropriately, this is referred to as "gamma-coding".

Bottom line, when defining a new color, you need to think in terms of its pure color (hue), its colorfulness (saturation or chroma) and lightness or Brightness (relative luminance).

Now let's create some colors.

##### Creating colors with hsv()

"hsv" stands for hue saturation and value. In our preceding discussion we learnt what "hue" and "saturation" are, they are the pure color and colorfulness of a color. Value is the same as brightness which as we mentioned is an objects (color's) light.

hsv() has four arguments "h" (hue), "s" (saturation), "v" (value) and "alpha". Alpha means a color's opacity or transparency. All four arguments take values between 0 and 1; for "h" this means pure colors falling between 0 and 1, while for saturation and value it means level of purity and brightness.

As an example we will create three palettes demonstrating fully saturated and bright hues, desaturated but bright hues as well as desaturated and darker hues.

par(mfrow = c(3, 1), mar = c(0.5, 0.5, 1, 0.5))  
  
# HSV color wheels  
pal(hsv(h = x[-11], s = 1, v = 1))   
title(main = "Colorful and bright palette", line = 0.2)  
  
pal(hsv(h = x[-11], s = 0.5, v = 1))  
title(main = " A bright but less colorful palette (pastel)", line = 0.2)  
  
pal(hsv(h = x[-11], s = 0.5, v = 0.5))  
title(main = "A darker and less colourful palette", line = 0.2)
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par(mfrow = op$mfrow)

All these color have a different hexadecimal code.

cbind(hsv(x[-11], 1, 1), hsv(x[-11], 0.5, 1), hsv(x[-11], 1, 1))  
## [,1] [,2] [,3]   
## [1,] "#FF0000" "#FF8080" "#FF0000"  
## [2,] "#FF9900" "#FFCC80" "#FF9900"  
## [3,] "#CCFF00" "#E5FF80" "#CCFF00"  
## [4,] "#33FF00" "#99FF80" "#33FF00"  
## [5,] "#00FF66" "#80FFB3" "#00FF66"  
## [6,] "#00FFFF" "#80FFFF" "#00FFFF"  
## [7,] "#0066FF" "#80B2FF" "#0066FF"  
## [8,] "#3300FF" "#9980FF" "#3300FF"  
## [9,] "#CC00FF" "#E680FF" "#CC00FF"  
## [10,] "#FF0099" "#FF80CC" "#FF0099"

#### hcl()

"hcl" stands for hue chroma and luminance. This function is similar to "hsv" with exception of being perceptually based as it corresponds to perceptually uniform color space known as CIE-LUV. The underlining concept of this function is that visual system sees perceived luminance or the reflected light and not illumination or emitted light; quite simply we see lighting rather than brightness.

There are five argument in this function with the first three being "h" (hue), "c" (chroma) and "l" (luminance). Argument "h" expects value between 0 and 360 corresponding to a hues angle like 0 degrees means red, 120 degrees is green and 360 degree is blue. Chroma and luminance have a default value which are computed to R has made some consideration as far as default values for chroma and luminance are concerned. These values are meant to make it possible generate good quality hues.

Before we proceed, recall chroma is composed of both hue and saturation, hence any changes made will have a direct effect on hue. To demonstrate this, we look at the three primary colors by altering chroma and lighting. As a start, we will make a palette with default chroma and luminance, then we will increase chroma while holding lighting constant, finally we will increase lighting while holding chroma constant (constant means default values). This should give us an idea of how chroma and lighting affects output.

par(mfrow = c(4, 1), mar = c(0.5, 0.5, 1, 0.5))  
  
# Primary colors  
hues <- c(0, 120, 240)  
  
# HCL for primary colors with default chroma and luminance  
pal(hcl(h = hues))  
title(main = "A pastel (desaturated) apperance", line = 0.2)  
  
# Maintaining same lighting but increasing colorfulness  
pal(hcl(h = hues, c = 120))  
title(main = "Increased saturation same lighting")  
  
# Palette with saturated and bright hues  
pal(2:4)  
title(main = "Expected saturation and lighting", line = 0.2)  
  
# Increasing saturation and decreasing luminance  
pal(hcl(h = hues, l = 95))  
title(main = "Increased saturation and reduced lighting")
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Quite clearly increasing chroma offset hue thereby changing its purity while increasing lighting makes them almost "white". When making color palettes to communicate analyses work, consider using either qualitative, sequential or divergent color palettes as suggested by package "colorspace" (read vignette(package = "colorspace")).

### Color adjustment

Composition of colors in a palette can be adjusted (increased or decreased) using function "adjust.color". This function can be used to adjust opacity and levels of primary colors. Adjustment begins by converting given colors to rgb using "col2rgb()" before making specified changes

For example, we can reduce opacity levels for 10 rainbow colors.

par(mfrow = c(2, 1), mar = c(0.5, 0.5, 1, 0.5))  
  
pal(col = adjustcolor(1:8, 0.5), panel.first = grid(lwd = 2))  
title(main = "Reduced opacity, visible background lines", line = 0.2)  
pal(col = palette(), panel.first = grid(lwd = 2), )  
title(main = "Full opacity, invisible grid lines", line = 0.2)
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par(mfrow = op$mfrow, mar = op$mar)

### Color conversion and Transformation

R provides a number of ways to convert colors from one color space to another. But before making any conversion, it is important to appreciate two things, "color gamut" and "clipping". A color gamut is a complete range of colors, for example a sRGB color gamut are all the colors available in sRGB color space, this varies from one color space to another, some color spaces have a wider gamut than others, for instance, Adobe RGB has a wider gamut than sRGB. When converting colors from one color space to another, consider differences in gamut particularly if the other color space does not have specified color. Colors not contained in the other color space are said to be out-of-gamut and can either be clipped or returned as NA. Clipping means out-of-gamut colors are converted to another appropriate color which might be slightly different from original color.

Some of the function used for conversion include "convertColor", "col2rgb", and "rgb2hsv"

par(mfrow = c(2, 1), mar = c(0.5, 0.5, 1, 0.5))  
  
# Converting palette color names to rgb  
rgbColors <- col2rgb(palette())  
  
# A matrix is returned  
rgbColors  
## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8]  
## red 0 255 0 0 0 255 255 190  
## green 0 0 205 0 255 0 255 190  
## blue 0 0 0 255 255 255 0 190  
  
# Convert rgb to Lab colors  
labColors <- convertColor(t(rgbColors), from = "sRGB", to = "Lab", scale.in = 255)  
rownames(labColors) <- palette()  
labColors  
## L a.x b  
## black 0.00000 0.00000 0.00000  
## red 53.48418 80.01027 67.38407  
## green3 71.91841 -73.33548 70.41134  
## blue 32.24075 78.82042 -107.93632  
## cyan 91.01106 -48.46075 -14.29081  
## magenta 60.50231 97.95195 -60.51490  
## yellow 97.14950 -21.36677 94.42044  
## gray 76.97594 0.00000 0.00000  
  
par(mfrow = op$mfrow, mar = op$mar)

* opponent colors, cool/warm colors

#### Interactive plotting on base R

R offers two function for interacting with plots, these are "locator" and "identify". However, these are platform specific, for locator(), check if your system is supported with function "dev.capabilities()", for identify() only "X11", "Windows" and "quartz" support it.

## Other Plotting and Color Palette Packages

There are numerous other packages for generating plots in R. Some commonly used static plotting packages include "lattice" and "ggplot2" both of which are based on "grid graphics" a package and .

A comprehensive list of other packages including those dealing with colors can be sourced from "<http://cran.r-project.org/web/view/Graphics.html>"

## Graphical Devices

When developing plots in R, outputs are displayed either on screen or externally on what is referred to as graphical devices. All available graphical devices are numbered 1 through 63, with one being default graphing device or "Null device". Default graphing device is platform specific with windows having "windows", mac having "quartz" and Linux having "x11". In addition, RStudio has its own graphing device referred to as "RStudioGD" and usually at the second position and the default piloting device when working on RStudio. External devices include printing and file based devices like "png", "jpg", "pdf" and the like.

Generating plots on either base R or RStudio (on screen devices) would result to default graphical device being opened, but for external graphical devices, a call to a device driver function needs to be made before plotting. Calling device drivers before plotting ensure plotting functions can be understood by the other device. Once plotting is finished, device drivers need to be closed. For example, to send a plot to a file such "png", a call to png's driver is made before plotting and closed after plotting.

png(filename = "plot\_one.png")  
plot(BOD)  
dev.off

A list of available device drivers is documented on R's help page for devices, type help("device").

Multiple devices can be open at the same time like RStudioGD, png, and jpeg, however, R can only output to one device at a time. So if all these three devices are opened, the one listed as current or active device will be used. To know which device is current, call "dev.cur()" or "dev.list()" to see all currently available devices.

Active device can be change to another device, which immediately opens the specified device.

# All currently opened devices  
dev.list()  
  
# Current device  
dev.cur()  
## RStudioGD  
## 2  
  
# Changing device from RStudio to windows or Null graphical device  
dev.set(1)  
  
# Check indeed change was made  
dev.cur()  
## windows  
## 4  
  
# Close of second (png) device  
dev.list()  
dev.off()

Instead of opening an external device before plotting, a plot can be made on screen and sent to an off-screen device by copying the plot. This approach might be good as you get to see the plot being generated and amend as need be before sending to an external device or file.

As an example, we make a plot and copy it to an external file.

# On screen plotting  
plot(BOD, main = "BOD Dataset")
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# Copy plot to a "png" file (first argument to dev.copy must be a device/function)  
dev.copy(png, file = "tmp.png")  
## png   
## 4  
  
# Establish file is created  
file.exists("tmp.png")  
## [1] TRUE  
  
# Close device  
dev.off()  
## pdf   
## 2  
  
# Remove file  
unlink("tmp.png")  
  
plot(BOD)

If there are other open devices and need to shut all of them down, use graphics.off(). This function is automatically called on exit of a session.

dev.list()  
## pdf png   
## 2 3  
graphics.off()  
dev.list()  
## NULL

## References

### Quick reference on functions

1. ?plot
2. ?xy.coords
3. ?axis
4. ?Axis
5. ?box
6. ?plot.window
7. ?device
8. ?par
9. demo(plotmath)
10. ?hist
11. ?n2mfrow

### Other Packages to read

1. Lattice
2. ggplot2
3. Grid
4. MASS(truehist)
5. KernSmooth (dpih)

### R Manuals

#### An Introduction to R sections:

Chapter 12: Graphical procedures

#### R Internals

Chapter 6: Graphics

6.2 Colors

#### R FAQ sections

#### Online reference

1. How to solve some plotting problems: <https://support.rstudio.com/hc/en-us/articles/200488548-Problem-with-Plots-or-Graphics-Device>
2. A good tutorial blog post: <http://rpubs.com/SusanEJohnston/7953>
3. A comprehensive list of other plotting packages on CRAN <https://cran.r-project.org/web/views/Graphics.html>
4. Excellent compilation of plot types available in R and graphical devices: <http://www.revolutionanalytics.com/r-language-features-graphics-and-visualization>
5. Grammar for graphics: <http://vita.had.co.nz/papers/layered-grammar.pdf>
6. An excellent read on definition of color properties: <http://www.workwithcolor.com/color-properties-definitions-0101.htp>
7. A good read on colors: color-wheel-artist.com/hue.html
8. An excellent and in depth read on visual perception: vanseodesign.com/web-design/color-luminance/
9. R’s gallery: http://www.r-graph-gallery.com/

## Gauge yourself

### Basics of plotting in R

**Exercise**

1. Which are the three basic groups of plotting functions in R
2. If you pass a factor and a numeric vector to plot() what type of graph will be produced?
3. What steps are taken by "plot()" to produce a basic plot?
4. Which base R plotting function is more appropriate for plotting multivariate data involving numeric matrices or data frames. What if they were four variables?

**Solutions**

1. The three groups of plotting functions are high-level plotting functions, low-level functions and interactive functions.
2. A call to plot() will dispatch on class of the first argument. In the case of a factor and numeric, plot will dispatch on factor argument which will be a bar plot.
3. There are roughly eight steps taken by plot() to produce a basic plot, these are: a. Open new plotting window a. Set x and y coordinates a. Evaluate and execute any pre-plot expressions a. Make the actual plot a. Evaluate and execute post-plot and pre-axis expressions a. Add axis if required a. Frame plot if needed a. Annotate, and finally display plot
4. For multivariate plotting, "pairs()" is most suitable for plotting numeric matrices or data frames while "coplot()" is suitable for three or four variables.

### Calling and changing graphical parameters

**Exercises**

1. What do we mean by global and local parameter changes
2. Conceptual exercises a. What is your expectation from this call to par 'par(mar = rep(2, 2))'

**Solution:**

1. Global changes are changes made to graphical parameters affecting subsequent plotting during an R session. Local changes are temporary changes made to graphical parameters. Global changes are made with call to "par" while local changes are made with call to a plotting function. 1 Expectation a. An error as graphical parameter "mar" requires a vector of length 4 not 2

### Annotating plots

**Exercise**

1. What function is used to add titles and labels?
2. What is the difference between "Axis" and "axis"?
3. How are expressions added to plots

**Solutions** 1. "title()" is used to add titles and labels to plots 1. "Axis" is a generic function used to create user defined labels for numerical axis. "axis" are used to add custom made axes to plots after calling plot().  
1. Expressions are added to plots as either text (using "text" function), marginal text (with function "mtext"), labels (with function "label") or as axis labels. They however must be "expression" objects

### Producing different base R plots

**Exercise**

1. Reproduce the following plot using BOD data set, one of base R's data set

![BOD plot](data:image/png;base64,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)

BOD plot

1. Using data set tips from reshape2 package, reproduce the following plot. Colors used are 1, 2, 4, and 5.

![Multipanelling](data:image/png;base64,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)

Multipanelling

1. Reproduce figure showing pch characters 1:25

## x y  
## [1,] 5 25  
## [2,] 10 25  
## [3,] 15 25  
## [4,] 20 25  
## [5,] 25 25  
## [6,] 5 20  
## [7,] 10 20  
## [8,] 15 20  
## [9,] 20 20  
## [10,] 25 20  
## [11,] 5 15  
## [12,] 10 15  
## [13,] 15 15  
## [14,] 20 15  
## [15,] 25 15  
## [16,] 5 10  
## [17,] 10 10  
## [18,] 15 10  
## [19,] 20 10  
## [20,] 25 10  
## [21,] 5 5  
## [22,] 10 5  
## [23,] 15 5  
## [24,] 20 5  
## [25,] 25 5

![](data:image/png;base64,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)

**Solution**

1. Code to reproduce plot

plot(BOD, main = "Biochemical Oxygen Demand", xlab = "Time (days)", ylab = "Demand (mg/l)", pch = 20, col = 4, frame.plot = FALSE, las = 1)  
rect(par("usr")[1], par("usr")[3], par("usr")[2], par("usr")[4], col = "lightgrey")  
BODcoords <- xy.coords(BOD)  
abline(h = seq(8, 20, by = 2), v = 1:7, col = "white")  
points(BOD, pch = 20, col = 2)  
box(col = "grey")

1. Code to reproduce plot

# Setting margins for four plots, one for each day  
op <- par(c("mar", "mfcol", "oma"))  
par(mar = rep(0, 4), mfcol = c(2, 2), oma = rep(3, 4))  
  
# Subsets  
subTips <- lapply(levels(tips$day), function(i) subset(tips, day == i, select = c(total\_bill, tip)))  
tipsRange <- sapply(subTips, function(x) sapply(x, range))  
dimnames(tipsRange)[[1]] <- c("x Minimum", "x Maximum", "y Minimum", "y Maximum")  
xlim <- round(c(min(tipsRange["x Minimum",]) - 0.5, max(tipsRange["x Maximum",])))  
ylim <- round(c(min(tipsRange["y Minimum",]) - 0.5, max(tipsRange["y Maximum",])))  
  
# Plots showing relationship between "tips" and "total bill" by:  
#--------------------------------------------------------------  
# First day "Friday"  
plot(subTips[[1]]$total\_bill, subTips[[1]]$tip, col = 1, xlim = xlim, ylim = ylim, ann = FALSE, axes = FALSE, panel.first = grid(lty = "solid"))  
axis(2, cex = 0.6)  
box()  
text(x = 3.5, y = 9, labels = levels(tips$day)[1], pos = 4, cex = 1)  
  
  
# Second day "Sat"  
plot(subTips[[2]]$total\_bill, subTips[[2]]$tip, col = 2, xlim = xlim, ylim = ylim, ann = FALSE, axes = FALSE, panel.first = grid(lty = "solid"))  
axis(1)  
box()  
text(x = 3.5, y = 9, labels = levels(tips$day)[2], pos = 4, cex = 1)  
  
# Third day "Sunday"  
plot(subTips[[3]]$total\_bill, subTips[[3]]$tip, col = 4, xlim = xlim, ylim = ylim, ann = FALSE, axes = FALSE, panel.first = grid(lty = "solid"))  
axis(3)  
box()  
text(x = 3.5, y = 9, labels = levels(tips$day)[3], pos = 4, cex = 1)  
  
# Fouth day "Thur"  
plot(subTips[[4]]$total\_bill, subTips[[4]]$tip, col = 5, xlim = xlim, ylim = ylim, ann = FALSE, axes = FALSE, panel.first = grid(lty = "solid"))  
axis(4)  
box()  
text(x = 3.5, y = 9, labels = levels(tips$day)[4], pos = 4, cex = 1)  
  
  
# Restoring original margins  
par(mar = op$mar, mfcol = op$mfcol, oma = op$oma)

1. Code to reproduce figure

# Saving a changing layout  
op <- par("mar")  
par(mar = c(1, 1, 3, 1))  
  
x <- rep.int(seq.int(5, 25, 5), 5)  
y <- rep(seq.int(25, 5, -5), each = length(unique(x)))  
cbind(x, y)  
  
plot(x, y, ann = FALSE, axes = FALSE, frame.plot = TRUE, xlim = c(2, 27), ylim = c(2, 30), pch = 1:25)  
title(main = "S and R symbols", line = 1.5, font.main = 7)  
text(x, y + 1.6, labels = 1:25)  
  
par(mar = op)

### Using and creating colors in base R

**Exercise**

1. What type of objects can be passed to color arguments?
2. What is a palette?
3. How many distinct color names does base R have?
4. Distinguish between color models and color spaces
5. What is the difference between "additive" and "subtractive" mixing systems and which system does R use
6. How many possible colors are there in an RGB color space
7. What are the three main color properties?

**Solutions**

1. Color argument in plotting functions and graphical parameters can either be a numeric or character object. Numeric values represent indices of colors in a palette while character values represent hexadecimal codes or color names.
2. A palette is a selection of colors
3. Base R has 502 distinct color names
4. Color models are mathematical formulas used to define colors as numerical objects. Color spaces are implementation of color model with a given number of colors for which it has details of their composition and conversion specification.
5. Additive color mixing involves light mixing. In this system light waves of two or more pure colors are mixed by projecting against a white background or surface, these systems are commonly used by on screen devices like computers and projectors. Subtractive color mixing similar to paint mixing as it involves ink absorption, this system in mostly used in printers. R used additive color.
6. There are 1.677721610^{7} possible colors in a RGB color space.
7. The three main color properties are "hue", "colorfulness" and "lighting". Hue is the pure color, colorfulness is purity or vividness of a color and lighting is perceived reflected brightness from a surface.

### R's graphical devices

**Exercises**

1. What does "Null device" mean?
2. Can you use more than one graphical device?
3. Why would a file containing a plot you have just generated not open?

**Solutions**

1. Null device is the default device which is usually an on screen graphing device like windows (for windows operating system), x11 (for Linux), quartz (for apple) or RStudioGD (when using RStudio)
2. Yes, you just need to tell R which device to use each time you what a different device.
3. One possible reason is that dev.off was not called once plotting was completed and therefore device is still open. Upon completing a plot, it is important to close all open device if they are not being used.